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Abstract

The world surrounding us is subject to constant change. These changes, frequently described as concept

drift, influence many industrial and technical processes. As they can lead to malfunctions and other anomalous

behavior, which may be safety-critical in many scenarios, detecting and analyzing concept drift is crucial. In

this paper, we provide a literature review focusing on concept drift in unsupervised data streams. While

many surveys focus on supervised data streams, so far, there is no work reviewing the unsupervised setting.

However, this setting is of particular relevance for monitoring and anomaly detection which are directly

applicable to many tasks and challenges in engineering.

This survey provides a taxonomy of existing work on drift detection. Besides, it covers the current state

of research on drift localization in a systematic way. In addition to providing a systematic literature review,

this work provides precise mathematical definitions of the considered problems and contains standardized

experiments on parametric artificial datasets allowing for a direct comparison of different strategies for

detection and localization. Thereby, the suitability of different schemes can be analyzed systematically and

guidelines for their usage in real-world scenarios can be provided. Finally, there is a section on the emerging

topic of explaining concept drift.

Keywords: concept drift, drift detection, drift localization, drift explanation, monitoring, explainability,

survey

1 Introduction

The environment surrounding us is perpetually changing. While humans are trained to navigate an ever-changing

environment, these changes pose challenges to many automated systems [1]. Considering monitoring and control

tasks in critical infrastructure [2], manufacturing [3], and quality control [4], in order to work reliably, automatized

processes and supervision algorithms need to be able to detect, react, and adapt to changes [5].

Formally, these changes can be described as concept drift (or drift for short) – a change in the data generating

distribution [6]. They can be caused by changes in the observed process, the environment, or the sensors acquiring

the data. While when monitoring a system, for instance in manufacturing or quality control, it is crucial to detect

changes in the observed process as this might indicate faulty productions or general malfunctions, in automated

processes, it is important to detect changes in the sensors and the environment to take appropriate actions, e.g.

replacing a faulty sensor or adapting the system processing the collected data to a changed scenario [7, 8, 6].

Most often, we consider drift in stream setups [1, 9], where the underlying data distribution changes, requiring

models to adapt or to inform a human operator to take appropriate action. This is closely related to concept
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evolution in continual learning [10], commonly discussed in deep learning, where concepts might appear or vanish.

Besides, data streams might suffer from temporarily extreme class imbalances or the availability of features

might change over time. This can trigger the problem of so-called catastrophic forgetting where a model cannot

properly process samples of a class after updating anymore. Drift is not limited to data streams but can also

occur in time-series [11] data where the single observations are highly interdependent [12]. Here, drift mainly

occurs in the form of trends. Commonly its absence is referred to as stationarity.

Besides the settings where the data samples are collected over time, considering manufacturing and quality

control, frequently data is collected at different locations and processed in the scheme of federated learning [13].

Here, instead of gathering all the data at a global server processing is done locally and the results are then

combined to get an overarching model at the server. Similar to stream learning, in this setting it is necessary to

account for differences or drift in the data collected at different locations to obtain a robust global model [14].

Finally, drift must be considered when performing transfer learning, a strategy in deep learning [15]. The basic

idea is to deal with limited data by pre-training a model on a similar task on a more extensive similar dataset

and later on fine-tuning to the task and limited dataset at hand. In this work, we will focus on data streams

only. However, many of the discussed strategies can be directly applied to the previously named tasks.

Considering processing drifting data streams there are two main groups of tasks. While one might be

interested in keeping a valid model performing some predictive task on the data, e.g. classifying a product into

different categories or estimating a property of interest (online or stream learning), another goal is to monitor a

system for anomalous behavior in order to react appropriately. In this work, we will not consider online learning,

as there are many surveys providing a good overview of this task [1, 9, 16] and toolboxes [17, 18]. Instead,

we will focus on the monitoring scenario, which is very important in many different settings where drift is

expected due to the use of sensor devices or sensitivity to changes in the environment. We focus on unsupervised

drift detection as this strategy is the most relevant for monitoring settings. Besides, it is highly relevant as a

prerequisite for understanding drift phenomena. Notice that this setup is also different from drift detection for

online learning with limited or no label information which is also sometimes referred to as unsupervised drift

detection [19]. The difference to supervised drift detection will be discussed in detail in Section 2.2. Furthermore,

we also provide a formal mathematical definition of the main problems, concepts, and notions and a survey in

how far these are addressed by current technologies. Moreover, we also have a look at the in depth analysis

techniques like drift localization in data space and the problem of drift explanation.

The task of monitoring is to observe a system and to provide all the information necessary to enable a human

operator or automatized downstream tasks to take actions that ensure that the system runs properly. Which

information is required depends on the specific task [20, 21]. However, generally, it can be summarized by

addressing the following questions about the drift [9]:

The first question in every setting concerns whether (and when) drift occurs. The task of determining whether

or not there is drift during a given time period is called drift detection [6]. We will consider drift detection in

Section 3 in detail. In case a drift is detected, additional questions need to be raised to appropriately react to

the change in the data distribution.

A second question of interest might concern the severity of the drift, as this might influence which kind of

action needs to be taken. Usually drift quantification [9] can be realized as a precursor of drift detection: As

described later, many methods for drift detection estimate the rate of change by some kind of metric and trigger

an alarm if those changes exceed a threshold. Thus, we will not focus on this question in great detail.

In order to take appropriate action, it is important to pinpoint the drift more precisely. While drift detection

and quantification deal with the when by assigning drift-related information to the time component, i.e., finding

change points, determining the rate of change, drift localization and segmentation [9] focus on the where and

assign drift-related information to the data space. Consider for example quality control. There might already be

an algorithm in place screening the data for known anomalies. However, in case new anomalies in the product

occur it is required to detect those to analyze whether some action is required, e.g. discarding the item. In this

case, it is crucial to identify the anomalous items, i.e. the drifting data samples, for further analysis. We will

focus on drift localization in Section 4.
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In some settings answering the discussed questions is not sufficient. There are systems in which a malfunction,

i.e. the drift, causes a change in a number of features in all data points collected after the drift event. For

example, this might be the case if a sensor is degrading and thus yielding changed measurements. In this

case, only using drift localization does not provide much information about what actually happened. Instead,

we need more detailed information of what exactly happened and how it can be described. Providing these

detailed, complete, and human-understandable descriptions of ongoing drift is referred to as drift explanation [22].

Such methods are designed to support human operators by providing relevant information on monitoring and

adaptation processes. This is relevant as the complexity of drift can easily surpass the level of information which

is provided by change points or the estimate of the rate of change. Indeed, drift can manifest in a change in the

correlation of several features alone, making it nearly impossible for humans to observe without machine aid. In

a sense, drift explanations can be seen as the explainable AI (XAI) counterpart for drift detection: while usual

XAI explains why a model makes a decision [23, 24], drift explanations provide an explanation of why a drift

detector alerts for drift. This commonly makes use of various techniques, including classical XAI. We provide an

overview of the most advanced drift explanation schemes in Section 5.

This paper is structured as follows. First, we provide a formalization of concept drift (Section 2), and

position this paper both in the body of related work in the intersection of the stream setup and supervised and

unsupervised approaches (Section 2.2). Afterwards, we focus on drift detection (Section 3) and drift localization

(Section 4): We first formalize these tasks and provide a general scheme most approaches realize. We then

propose a categorization of the methods and finally analyze the strategies with respect to drift and stream-specific

criteria. Before concluding this survey (Section 6), we discuss drift explanation by highlighting some of the most

advanced and interesting contributions (Section 5).

2 Concept Drift – defining the setup

Before we look at drift detection, drift localization, and drift explanations in detail, in this section, we formally

define drift and discuss different setups for working with it.

2.1 A Formal Model of Concept Drift

In the classical setup of machine learning, one assumes that the distribution at training, testing, and application

time is always the same, i.e., we assume that the data generating distribution D is time-invariant. In this case, a

sample of size n is a collection of i.i.d. random variables X1, . . . , Xn ∼ D.
As discussed before, the assumption of time-invariant distributions is violated in many real-world applications,

in particular, when learning on data streams. To resolve this issue from a purely formal point of view, we

incorporate time into our considerations by allowing every point to follow a potentially different distribution

Xi ∼ Dti that depends on the time point ti of observation. As it is unlikely to observe two samples at the same

time, i.e., ti ̸= tj for all i ̸= j, it is common to simply write Di instead of Dti [6].

This relates to the classical setup if all Xi actually follow the same distribution, i.e., Di = Dj holds for all

i, j. One speaks of concept drift if this assumption is violated, i.e., there exist i, j such that Di ̸= Dj [6].

However, as pointed out by [25] this definition of concept drift depends on the used sample and not on

the underlying process. In particular, it might happen that if we take two samples from the same data source

over the same period of time using different sampling frequencies, one sample will have concept drift and the

other will not. This makes understanding concept drift a hard problem. In order to deal with the issue, it was

suggested in [25] to additionally take the statistical properties of time into account. To do so we consider an

model of time T rather than a mere index set. We assume that there is a distribution PT on T that describes

the likelihood of observing a sample at time t, and a collection of distributions Dt for all t ∈ T albeit, in practice,

only a finite number of time point is observed. Together PT and Dt form what is referred to as a drift process

Definition 1. Let T = [0, 1] and X = Rd1. A drift process (PT ,Dt) from the time domain T to the data space

1All considerations below also work in a very similar way for arbitrary measure spaces. However, as some formal issues may arise
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X is a probability measure PT on T together with a Markov kernel Dt from T to X , i.e., for all t ∈ T Dt is a

probability measure on X and for all measurable A ⊂ X the map t 7→ Dt(A) is measurable. We will just write

Dt instead of (PT ,Dt) if this does not lead to confusion.

We can derive two particularly important types of distributions: By adding a time-stamp to every sample

from the moment of its arrival the data follows what we will refer to as the holistic distribution D. By collecting

all samples observed during a certain time window W ⊂ T the data follows the windowed distribution DW .

Formally the distributions are given by the following:

Definition 2. Let (Dt, PT ) be a drift process from T to X . We refer to the distribution D on X × T
which is uniquely determined by the property D(A ×W ) =

∫
W
Dt(A)dPT (t) for all A ⊂ X , W ⊂ T as the

holistic distribution of Dt
2. Furthermore, we call a PT non-null set W ⊂ T a time-window and denote by

DW (A) =
∫
W
Dt(A)dPT (t |W ) = D(A×W | X ×W ) the mean distribution during W .

A benefit of a drift process is that it allows us to sample data from it. This is in stark contrast to the

sample-based setup, as there is no reasonable way to create a new sample from an old one. There are two ways to

draw new data from a drift process. One option is to draw i.i.d. samples from the holistic distribution D. These
samples are dated-data points (T,X) that are often obtained by the following procedure in practice: First draw

the time of observing X, i.e., T ∼ PT , and then draw X according to Dt assuming T = t, i.e., X | [T = t] ∼ Dt.

Another sampling method that is often used in practice is to take i.i.d. samples from DW for some time window

W . Notice that a collection of observations that are collected during a time window W according to D are

exactly distributed according to DW . Hence both ways to sample are just formal descriptions of practically

relevant procedures to obtain data over time.

We derive a definition for drift based on the definition above. As we are now talking about a property of a

data-generating process and not just a sample drawn from it, we must add a slight adaptation corresponding to

the property that drift can actually be observed: We say that Dt has drift if the chance of obtaining a sample for

which there is drift in the sense of the definition given above occurs is larger zero, i.e., X1, X2, . . . is a sample,

then there are i, j such that

PXi

def. Xi= DTi
̸= DTj

def. Xj
= PXj

with a chance larger than zero. Due to measure theoretical reasons the number of samples actually does not play

a role so we can also consider only two samples. Thus, we obtain the following definition.

Definition 3. Let (PT ,Dt) be a drift process. We say that Dt has drift iff

PT,S∼PT
[DT ̸= DS ] = P 2

T ({(t, s) ∈ T 2 | Dt ̸= Ds}) > 0.

One may be wondering why this is different from the existence of s, t ∈ T with Dt ̸= Ds. Formally speaking

this has to do with PT null sets. It might happen that the difference only occurs in such a short amount of time,

that we will never see only a single sample drawn from the other distribution and thus we will never be able to

observe the drift in the data. It is thus a mere artifact of the formal model, rather than the actual process.

In [25] several other, equivalent formalizations which relate to scenarios which have been considered in the

literature of concept drift are given: being not equal to a standard distribution, i.e., PT [Dt ̸= P ] > 0 for all

distributions P on X ; being not equal to the mean distribution, i.e., PT [Dt ̸= DT ] > 0; different distributions for

two time-windows, i.e., DW ̸= DW ′ for some W,W ′ ⊂ T . One of the key findings however, which allows the

development of new methods, is that drift can equivalently be formulated as data X and time T are dependent,

i.e., not statistically independent:

Theorem 1. Let (Dt, PT ) be a drift process from T to X and let (T,X) ∼ D be distributed according to the

from that, we will stick with this far simpler special case for the sake of clarity.
2Both existence and uniqueness of D are assured by the Fubini-Tonelli theorem.
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Figure 1: Display of the drift analysis categorization according to the goal and the applied strategy

holistic distribution. Then Dt has no drift if and only if T ⊥⊥ X are statistically independent, i.e., there exist

W ⊂ T and A ⊂ X such that P[T ∈W,X ∈ A] ̸= P[T ∈W ]P[X ∈ A].

2.2 Concept Drift in Supervised and Unsupervised Setups

In the last section, we provided a definition of drift based on the data-generating process. Drift is usually further

categorized. A first general distinction is usually drawn based on the way drift manifests itself in time. While

the distribution might completely change at time t (abrupt drift), there are also slower changes occurring over

an interval of time. In incremental drift, the distribution changes smoothly over time. In contrast, in gradual

drift, during the period of change, the samples are drawn from both distributions with different probabilities.

Finally, in many real-world applications, we expect old distributions to reoccur, for instance, due to seasonalities.

This phenomenon is referred to as reoccurring drift. Notice that some authors refer to abrupt drift as concept

shift and only call a continuous change as in gradual or incremental drift concept drift. If not further specified

we consider all the aforementioned kinds of drift at once.

Besides, one categorizes drift according to how the distribution changes in the data and label space. Assuming

that the data stream consists of labeled-data-pairs (X,Y ) ∈ X × Y, where Y is the label, in addition to the

changes in the joint distribution of X and Y , the marginal and conditional distributions are of interest. Usually,

a change of the posterior Dt(Y | X) is referred to as real drift, and a change of the marginal Dt(X) is referred to

as virtual drift. Sometimes virtual drift is also called data drift, while real drift is referred to as concept drift.

As pointed out by [27], from a statistical point of view, drift in the marginal distribution Dt(X) and the

joint distribution Dt(X,Y ) can be modeled in a common mathematical framework, although the interpretations

are of course different. In particular, in both cases drift is equivalent to the statistical dependency of time T and

(labeled-)data X and (X,Y ), respectively, if the time-enriched representation is (holistic distribution) considered.

Real drift Dt(Y | X) on the other hand is equivalent to conditional statistical independence of label Y and time

T given data X, i.e., Y ⊥⊥ T | X.

Analogous to general machine learning tasks, we can consider supervised settings, i.e., those that are concerned

with conditional distributions, and unsupervised tasks, i.e., those that are concerned with the joint or marginal

5



distributions. While in supervised settings both real and virtual drift might be present, in unsupervised settings

only virtual drift has to be considered.

As briefly discussed before, there are two main goals when facing drifting data streams. While the goal

might be to keep an accurate learning model even if the data stream is drifting, it might be of interest to

accurately detect and describe the drift in the data distribution (monitoring). These two goals intersect with

two overarching approaches concerning the discussed settings. While in a supervised setting, one is usually

relying on analyzing model-losses, i.e., how well a specific model can reconstruct the data or perform a prediction

or forecasting task, as a proxy, in unsupervised settings one is immediately considering the data distribution.

Structuring approaches according to these dimensions, we obtain a categorization shown in Fig. 1.

Considering this structure considerable work has been conducted on model adaption by using loss-based

strategies in the supervised setting. As discussed before, here the main goal is to keep an accurate model. Thus,

relying on the model loss (such as the so-called interleaved test-train loss) as an indicator of when to update the

model is a reasonable choice. There are many surveys on this particular task [1, 9, 16], so we will not consider it

in detail in this work.

In contrast, there are fundamental mathematical obstacles preventing that technologies which are observing

the model loss can monitor general drift phenomena other than specific ones which effect the loss. The connection

between model loss, model adaption, and real drift is rather vague and heavily depends on the used model class

and the precise setup [27, 26]. Thus, using loss-based approaches for drift detection for monitoring setups is not

suitable in general.

There exist unsupervised distribution-based approaches for both model adaption and monitoring. As argued

before, we are interested in unsupervised drift detection for monitoring tasks and address this topic in the following.

To the best of our knowledge, no structured survey has been conducted on drift analysis for this particular task.

There exists unsupervised drift detection for model adaption such as surveyed in the work [19]. The authors focus

on methods designed to trigger model adaption while using only few to none labeled data, essentially aiming at

minimizing labeling costs and on maintaining high model performance rather than monitoring. Furthermore, the

survey by [11] also discusses unsupervised change point detection which is a similar problem but in the context

of time-series data which we do not consider here.

3 Drift Detection

As discussed before, the first important question when monitoring a data stream is whether (and when) a drift

occurs. In this section, we will focus on how this can be accomplished by means of drift detection.

3.1 Problem Setup and Challenges

The task of determining whether or not there is drift during a time period is called drift detection. A method

designed to perform that task is referred to as drift detector.

Most works on drift detection focus on the supervised scenario with abrupt drift. As discussed in [27] this

problem is very different from the problem of unsupervised drift detection, i.e., when we are interested in any

kind of change and not only in changes in the label distribution given data. We will focus on the unsupervised

case. Surprisingly, there does not exist a formal mathematical definition of valid drift detectors in the literature,

so we provide a formalization, first.

One can consider drift detectors as a kind of statistical analysis tool that aims to differentiate between the

null hypothesis “for all time points t and s we have Dt = Ds” and the alternative “we may find time points t

and s with Dt ̸= Ds”. More formally, a drift detector is a map or algorithm that, when provided with a data

sample S drawn from the stream, tells us whether or not there is drift.

We can formalize that such a drift detection model is valid or accurate, respectively, in the following way: (a)

the algorithm will always make the right decision if we just provide enough data, or (b) the algorithm is a valid

statistical test. This leads to the following definitions:

6
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Definition 4. A drift detector is a decision algorithm on data-time-pairs of any sample size n, i.e., a (sequence

of) measurable maps An : (T × X )n → {0, 1}.
A drift detector A is surely drift detecting iff it raises correct alarms in the asymptotic setting, i.e., for every

drift process Dt and every δ > 0 there exists a number N such that for all n > N we have

PS∼Dn [An(S) = 1[Dt has drift]] > 1− δ.

Notice that the definition is not uniform across multiple streams (or drifts if the method is local in time), i.e.,

for some streams it suffices to have 100 samples to correctly identify drift, for others 10,000 are not enough. This

is not a shortcoming of drift detection but a common scheme for all statistical tests. If we for example want to

test whether or not the mean values of two normal distributions are the same or not we have to make estimates

of the mean values. The smaller the variance and larger the number of samples, the more precise our estimate,

still it is never perfect. Thus, in order to derive a reasonable decision from those estimates, the difference of the

estimate needs to be smaller than the difference between the estimate and the true value. Therefore, to be able

to see a shift of the means that is far smaller than the variance we need more data. By considering smaller and

smaller differences we can push the number of samples required ad infinitum. Yet, the statement that we need

an infinite amount of data to make any statement is not very helpful.

To cope with that problem we have to take the two kinds of errors into account: A type I error occurs if

there is no drift but we detect one (false alarm), and a type II error occurs if there is drift but we do not detect

it. As discussed above, avoiding type II errors is not feasible. Also, as the effect of very mild drifts is usually less

severe, missing one might as well be less problematic in practice. Thus, we focus on controlling the type I error.

Controlling the number of false alarms can be stated as follows: Once we provide a certain number of samples,

the chance of a false alarm falls below a certain threshold. That number of samples must not depend on the data

stream we consider. As this is also fulfilled for the trivial solution that never detects drift, we require the chance

that the detector detects drift in case there actually is some to be larger than this threshold provided enough

data from the stream is available. Here, the amount of required data is stream-specific as discussed above. If

a drift detector fulfills these properties at least for some streams, we say that it is valid. If this holds for all

streams, then we call the drift detector universally valid. Formally:

Definition 5. A drift detector A is valid on a family of drift processes D, iff it correctly identifies drift in the

majority of cases:

lim sup
n→∞

sup
Dt∈D,Dt has no drift

PS∼Dn [An(S) = 1]

< inf
Dt∈D,Dt has drift

lim inf
n→∞

PS∼Dn [An(S) = 1].

We say that A is universally valid if it is valid for all possible streams, i.e., D is the set of all drift processes.

Notice that validity does not imply that A actually makes the right prediction even if they make use of larger

and larger sample sizes. For a concrete case, it makes no statement about the correctness of the output except

that it is more likely to predict drift if there actually is drift. This probability however holds across all streams

independent of the severity of the drift. Thus, for monitoring, we need a drift detector that is universally valid

and surely drift-detecting.

One is frequently additionally interested in the exact time point of the drift. This problem is usually addressed

indirectly due to the fact that if there is drift observed in a certain time window the algorithm will raise an

alarm which is then considered to be the time point of drift.

3.2 A General Scheme for Drift Detection

7
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gray.
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Figure 2: Visualization of drift detection from
a data stream. Given a data stream, for each
time window W (t) a distribution DW (t) gen-
erates a sample S(t). A drift detection al-
gorithm estimates whether the S(t) contains
drift or not by performing a four-stage detec-
tion scheme. Illustrated drift detector uses:
two-sliding windows (stage 1), histogram de-
scriptor (stage 2), total variance norm (stage
3), and bootstrap normalization (stage 4).

As discussed before, the goal of drift detection is to investigate

whether or not the underlying distribution changes. As visualized

in Fig. 2, drift detection is usually applied in a streaming setting

where a stream of data points is arriving over time. At time t

a sample S(t) containing some data points which are observed

during W (t) and thus are generated by DW (t) becomes available.

On an algorithmic level, existing drift detection schemes can

be described according to the four-staged fashion visualized in

the figure. Before delving into a more detailed discussion of the

different existing approaches, we describe this general scheme and

briefly summarize the overarching choices for realizing the four

stages.

The way these stages are implemented varies depending on

the specific algorithm. In this section, we discuss some of the

most prominent choices for the relevant stages 1-4 of this drift

detection scheme as described in [9].

Stage 1: Acquisition of data

input: data stream

output: window(s) of data samples, e.g. one reference window

and one containing the most recent samples

As a first step, a strategy for selecting which data points are

used for further analysis needs to be selected. Depending on the

strategy used (we will discuss those in Section 3.3) either one

or two windows of the data are selected. Most approaches rely

on sliding window strategies [9]. There are four main categories

that are visualized in Fig. 3: While one can rely on a stationary

fixed window that keeps the same sample until it is reset, it is

also possible to use a dynamic window approach. Options for the

latter are so-called growing windows, i.e. the start point stays

constant and new samples are added to the window of considered

data points, and sliding windows, i.e. the window keeps the same

size and is shifted over the stream as new samples are arriving.

Finally, the window can be implicitly realized by building a model

on the corresponding data.

Apart from these examples, some approaches use preprocessing

such as a deep latent space embedding [28]. We do not explain

those possibilities in more detail.

8



Stage 2: Building a descriptor

input: window(s) of data samples

output: possibly smoothed descriptor of window(s)
The goal of the second stage is to provide a possibly smoothed descriptor of the data distribution in the

window obtained in stage 1.

Possible descriptors are grid- or tree-based binnings, neighbor-, model-, and kernel-based approaches: Binning

can be considered as one of the simplest strategies. The input space is split into bins and the number of samples

per bin is counted. The bins can be obtained as a grid or by using a decision tree. In order to cope with the

exponential growth of the number of bins with dimensions, some authors consider one-dimensional projections [29].

Also, non-equally spaced grids have proved useful.Decision trees can be constructed randomly [30] or using a

criterion that takes temporal structure into account [31, 32] which can result in better performance.

Instead of using machine learning techniques to find a binning, we can also use a machine learning model’s

data compression capabilities. To do so, we train the model and this way implicitly store the training data [33,

34, 35]. Later on, the information can be accessed by performing querying. Different options for prominent

choices will be discussed in Section 3.3.

Neighborhood-based approaches offer robust, non-parametric methods for a wide variety of applications [36,

37]. In this case, the adjacency matrix of the k-neighborhood graph is used.

Similarly, kernel methods offer another versatile, non-parametric approach [38, 39]. Here the entire information

is contained in the so-called kernel matrix which can be considered as a pair-wise similarity.

Stage 3: Computing dissimilarity

input: descriptor of window(s)

output: dissimilarity score
In the last stage, two descriptors have been obtained. The goal of this stage is to compute a dissimilarity

score to analyze the windows’ similarity. Although several approaches for building descriptors exist, many

utilize the same or at least comparable dissimilarity measures. Popular choices are the total variation norm [40],

Hellinger distance [29, 41], MMD [39, 38], Jensen-Shannon [42, 43], Kullback-Leibler divergence [30], model

loss [39, 37], neighbourhood intersection[37], Wasserstein metric [44, 32, 22], mean and moment differences [45,

32, 22]. Suitable combinations of dissimilarity measures and descriptors are summarized in Table 1 and will be

discussed later. Notice, that the comparison does not have to be based on a two-sample approach but can also

use more advanced strategies like independence tests into account.

Stage 4: Normalization

input: dissimilarity score

output: normalized dissimilarity
As the obtained dissimilarities typically depend on both, the method, i.e., stages 1-3, and the concrete

distribution at hand, it is necessary to normalize the result to obtain a useful scale. One of the most common

ways to do this is to relate the dissimilarity to the statistic of a statistical test. In this case, the p-value offers

a normalized scale. In the literature, a large variety of approaches are considered. Examples are the kernel

two-sample test [38, 39], the Kolmogorov-Smirnov test [46], the neighborhood-statistic [37], or the HSIC-test [25,

47]. Also, other specific metrics like accuracy or the ROC-AUC also offer a normalized scale [48].

Ensemble and hierarchical approaches Some authors [9] suggest to combine multiple drift detectors.

They are usually arranged in an ensemble, e.g. by combining multiple p-values after stage 4 into a single one,

or hierarchical, e.g. by combining a computationally inexpensive but imprecise detector with a precise but

computationally expensive validation. Although those approaches differ on a technical level, they do not from a

theoretical perspective, as the suggested framework is sufficiently general.
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Drift Detectors

Two-Sample Analysis

Loss-based

reconstruction,
anomaly detection,
density estimation

Virtutal classfier

D3, MB-DL,
kdq-Tree,
LDD-DIS

Statistical test

Kolmogorov-
Smirnov (KS),

kernel two-sample
test (MMD)

Meta-Statistic

ADWIN,
ShapeDD

Block

Independence Test

DAWIDD

Model-based

Drift Segmentation

Multi-Change Point

KCpD

Figure 4: Taxonomy of Drift Detection/Localization approaches discussed in this paper. Methods in marked in
gray are supervised.

3.3 Categories of Drift Detectors

So far, we formally defined the properties a drift detection algorithm should fulfill and described on an algorithmic

level how different approaches can be implemented. In this section, we focus on concrete approaches. We propose

a categorization according to the main strategies of the approaches, relying either on an analysis of two samples,

meta-statistics, or a block-based strategy. We present methods organized according to the taxonomy presented

in Fig. 4. An overview of the approaches considered in this survey is presented in Table 1. We provide the

overall strategy, whether the method follows a model-based, statistical test-based, loss-based, or clustering

heuristic-based scheme, and how the stages discussed in the last section are realized.

3.3.1 Two-Sample Analysis Based

Formally drift is defined as the difference between two time points. This can be detected by applying a two-sample

test, i.e., a statistical test that checks whether or not two data distributions are the same. Drift detectors based

on this idea are the most common ones in the literature. In order to perform such a test we split our sample S(t)

into two samples S−(t) and S+(t) and then apply the test to those. The construction of the descriptor, distance

measure, and normalization (stages 2-4) are then left to the used testing scheme. Besides classical statistical

tests, there also exist more modern approaches that make use of advanced machine learning techniques.

As stated above, in order to apply this scheme we need to split the obtained sample into two sub-samples

which are then used for the test. This step is crucial as an unsuited split can have a profound impact on the

result. Choosing an inappropriate step can diminish the test’s performance. In severe cases, it can make the drift

vanish and thus undetectable as we consider time averages of the windows. However, there exists theoretical

work that suggests that the averaging out does not pose a problem practice [53].

From a more algorithmic perspective, there are essentially three ways the testing procedure is approached.

Loss-based and virtual classifier-based approaches rely on machine learning techniques while statistical test-based

approaches rely on statistical tools. We will discuss those in the following.

Loss-based approaches A large family of loss-based approaches uses machine learning models to evaluate

the similarity of newly arriving samples to already received ones. In this case, the reference window (stage 1) is

implicitly stored in a machine learning model which is also used as a data descriptor (stage 2). The dissimilarity

is usually given by the model loss. It is further analyzed using drift detectors which are commonly used in the

supervised setup [8, 58, 59, 60, 61] and serve as a normalization (stages 3 & 4).

There are several candidates implementing this strategy. One of the most common model choices are

auto-encoders which compress and reconstruct the data [39]. Here, the idea is that the models are successfully

compressing and reconstructing data generated by the distribution at training time but have difficulties

generalizing to data generated by another distribution, i.e. if concept drift occurred in between changing the

data distribution. Thus, an increase in the mean reconstruction error indicates the presence of drift.
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AUC: 0.84 ⇒ Drift
Classification

1[T > 0.5]

Train

Model

Evaluate

Model

Figure 5: Visualisation of Virtual Classifier based Drift Detection. 1. Collect data (moment of arrival is color
coded: dark blue to green), 2. Mark all samples arrived before a certain time as class -1 (cross) and after as
class +1 (plus), 3. Train model to distinguish class -1 and +1, 4. Evaluate model, if performance better than
random chance then there is drift.

Other popular model choices are models like 1-class SVMs or Isolation Forests. Originating from anomaly

detection, they provide an anomaly score that estimates how anomalous a data point is. The rationale for using

this approach for drift detection is that data points from a new concept look like anomalous data points from

the point of view of the old concept. An increase in the mean anomaly score indicates drift.

Finally, density estimators, which are designed to estimate the likelihood of observing a sample, can be

applied to detect drift. Here the idea is that a sample from a new concept is assumed to be unlikely to be

observed in the old concept, resulting in a low occurrence probability. Thus, a decrease in the mean observation

probability indicates drift [62, 63].

Although these methods are quite popular as they are closely connected to supervised drift detection, they

also face the same issues. In particular, it has been shown on a theoretical [26] and practical [27] level that

such approaches do not work well in discovery tasks monitoring for drift as the drift might be irrelevant to the

decision boundary that can be learned by the model. In particular, the resulting methods are neither surely drift

detecting nor universally valid as the connection of model loss and drift is rather loose. Drift might not influence

the classification as attempted by the model and thus not be detectable by means of model-loss-based detection

schemes. The suitability strongly depends on the characteristics of the drift and the chosen model class. We will

thus not focus on them for the rest of this paper.

Virtutal classifier based approaches A different approach using machine learning models is based on the

following idea of virtual classifiers[64, 65]: If a classifier performs better than random guessing, then it must

exploit some properties in the data. In particular, the distribution of the single classes cannot be the same.

Otherwise, it would not be able to tell the samples apart.

This idea can be employed for drift detection as follows (see Fig. 5 for an illustration): All data points of a

reference sample S−(t) and a current state sample S+(t) are stored (stage 1). All data points in the reference

sample S−(t) are labeled as class −1 and all data points in the current state sample S+(t) as +1. They are used

to train a model describing the data stream (stage 2). It can either be trained anew or updated every time new

samples are arriving. The model’s performance, e.g., its accuracy, serves as a similarity measure for our drift

detection scheme (stage 3). Depending on the precise setup, i.e., the relative size of samples, used performance

measure, etc., common classification metrics can serve as normalized scores indicating drift if the model performs

significantly better than random chance (stage 4).

For a practical realization of this approach, it makes sense to use k-folds to make optimal usage of the

provided data without testing on the train set. Furthermore, using ideas from statistical learning theory, the

model loss can be further refined in order to obtain actual p-values[66, 64]. However, this does not work well in

practice as the bounds provided by learning theory are too loose. Notice, the choice of the used model class

determines which types of drift can be detected in which intensity as it needs to be capable of capturing the

change [32]. Furthermore, the authors showed that for many learning models virtual classifiers provide surely

drift detecting algorithms assuming an appropriate split point is chosen. It is also suggested that in these cases

the resulting algorithms are also universally valid. Also, as pointed out by [53] the chance of choosing an invalid

split point is essentially zero.
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p: < 0.001 ⇒ Drift
Project

Feature

Compute

CDF

Find Max.

Difference

Figure 6: Visualisation of Kolmogorov-Smirnov test for Drift Detection. 1. Collect data (two-windows; S−(t)
blue and S+(t) green), 2. Feature-wise projection, 3. Compute largest difference (red line) between CDFs (F̂t−
of S−(t) and F̂t+ of S−(t)) of feature-wise before and after distribution, 4. Use analytic H0 distribution to
obtain p-value.

We will consider D3 [48] as an example candidate of this class. In the default implementation by the authors,

it uses two sliding windows of equal size (stage 1), logistic regression (stage 2), and ROC-AUC which is already

a normalized score (stages 3 & 4). There are several other approaches that use similar ideas but different models

and/or evaluation metrics [37].

Statistical test based approaches The approaches discussed so far are usually based on intuitive consid-

erations and can be considered as ad-hoc approaches. Another way to deal with the problem is to turn to

mathematical and statistical tools that were designed for this purpose, namely two-sample tests. In contrast

to the previous approaches those usually come with theoretical justifications but sometimes lack knowledge of

practical situations.

Most classical two-sample tests are designed for one-dimensional data only. The most prominent candidate

from this category that plays an important role in drift detection is the Kolmogorov-Smirnov (KS) test. We have

visualized the testing procedure in Fig. 6. The test requires two collections of one-dimensional samples as input

(stage 1). Apart from this requirement, the data acquisition strategy can be chosen freely. It then computes the

empirical cumulative distribution function (cdf) (stage 2):

F̂S±(t)(x) :=
∑

s∈S±(t)

1[s < x]

which counts the number of observations smaller than the input. The similarity is then computed as the maximal

distance of the two cdfs (stage 3)

d̂(S−(t), S+(t)) := sup
x

∣∣∣F̂S+(t)(x)− F̂S−(t)(x)
∣∣∣ .

It has been shown in the original paper that in case S−(t) and S+(t) follow the same distribution (i.e. DW−(t) =

DW+(t), which is the case if there is no drift), then for large sample sizes d̂ follows a distribution that does

not depend on the distributions DW±(t) [67] allowing us to directly compute a p-value which can be used as a

normalized scale (stage 4).

If we are dealing with higher than one-dimensional data, we can apply the procedure to every dimension

separately (see Algorithm 1). The p-values can then be combined using various techniques. One of the simplest

is to take the minimum as it suffices that there is drift in one of the features (Bonferroni correction). A drawback

of this approach is that we do not consider drift that only affects correlations as those are not considered. One

way to deal with this issue is to use randomly chosen projections [32, 39]. However, this does not perform well in

practice [42]. There are incremental versions of the KS-test that allow for a fast computation in a streaming

setup [49].

Another important statistical test in drift detection is the kernel two-sample test [38, 39] which is based on

Maximum Mean Discrepancy (MMD). MMD can be thought of as the optimal performance of a collection of
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Algorithm 1 Kolmogorov-Smirnov Windowing

1: procedure KSWIN((x) data stream d-dimensional, nmax 2 current window size, nmax 1 reference window
size, pdetect detection threashold)

2: Initialize Windows W1 ← [],W2 ← []
3: while Not at end of stream x do
4: W2 ←W2 + [x] ▷ Add new sample
5: if |W2| > nmax 2 then
6: x← pop(W2) ▷ Move sample from current to reference window
7: W1 ←W1 + [x]
8: end if
9: if |W1| > nmax 1 then

10: pop(W1) ▷ Drop oldest sample
11: end if
12: if |W1| > nmin then
13: p← 1
14: W ′

1 ← UniformSubsample(W1, nmax 2)
15: for i ∈ {1, . . . , d} do
16: w1 ← {xi | x ∈W ′

1} , w2 ← {xi | x ∈W2} ▷ Extract i-th feature from each sample
17: pd ← TestKS(w1, w2)
18: p← min(pd, p)
19: end for
20: if p < pdetect/d then
21: Alert drift
22: end if
23: end if
24: end while
25: end procedure

models:

MMD(P,Q) := max
∥f∥H≤1

|EX∼P [f(X)]− EY∼Q[f(Y )]| .

In order to compute this efficiently one makes use of kernel methods, which allow us to estimate the MMD using

M̂MDb(X1, . . . , Xn , Y1, . . . , Ym)

:=
1

n2

n∑
i,j=1

k(Xi, Xj)−
2

nm

n∑
i=1

m∑
j=1

k(Xi, Yj) +
1

m2

m∑
i,j=1

k(Yi, Yj)

=



1
n
...
1
n

− 1
m
...

− 1
m



⊤ 

k(X1, X1) · · · k(X1, Xn) k(X1, Y1) · · · k(X1, Ym)
...

. . .
...

...
. . .

...

k(Xn, X1) · · · k(Xn, Xn) k(Xn, Y1) · · · k(Xn, Ym)

k(Y1, X1) · · · k(Y1, Xn) k(Y1, Y1) · · · k(Y1, Ym)
...

. . .
...

...
. . .

...

k(Y1, X1) · · · k(Y1, Xn) k(Y1, Y1) · · · k(Y1, Ym)


︸ ︷︷ ︸

=K



1
n
...
1
n

− 1
m
...

− 1
m
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where k is a kernel function and the matrix K is the kernel matrix

Similar to the KS test, the MMD test requires two collections of sample points (stage 1). However, in contrast

to KS those do not need to be one-dimensional, indeed, the test can even deal with non-vectorial data as long as

a kernel can be defined on that data. The descriptor is then given by the kernel matrix K based on the reference

and current state sample (stage 2). This allows the computation (an estimate) of the MMD by multiplying it

with an appropriate weight vector from both sides (stage 3). As the resulting score is heavily influenced by

the choice of the kernel and the dataset a normalization is necessary. To do so the authors [38] suggest either
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Figure 7: Visualisation of AdWin Drift Detection. 1. Collect data (S(t) values between 0 and 1; red line marks
drift), 2. Compute moving means (µs−(t) blue µs+(t) green), 3. Find largest difference, 4. Use analytic H0

distribution to obtain p-value.

using a normalization based on the higher moments of the M̂MDb estimator or using a permutation boot-strap

approach that compares the MMD of the original split with randomly permutated ones which both provide us

with p-values (stage 4). Unfortunately, the moment-based approach tends to be less robust. Thus, we will make

use of the permutation approach. There are several more approaches that follow similar lines or arguments based

on various descriptors or metrics [55, 68, 69, 51, 52, 70].

A drawback of all the aforementioned approaches is that the selection of the split point is somewhat random

but still has a huge influence on the resulting performance. Furthermore, as we perform the testing on sometimes

heavily overlapping time windows we face the multiple testing problem, i.e., the fact that statistical analysis and

interference tools become less reliable if applied to the same set of observations over and over again. One way to

deal with this issue is using meta-statistics which do not consider every time point/time window in isolation but

rather compare the resulting values.

As the notion of validity of a drift detector is derived from considering the problem as a statistical test, most

test base approaches are valid if test specific criteria are meat, e.g., as we will see in Section 3.4 the feature-wise

Kolmogorov-Smirnov tests assumes that the drift is not contained in the correlation only. However, it is not clear

how to derive a surely drift detecting algorithm for a statistical test: Although, the p-value tends to 0 as the

number of samples increases, assuming there is drift, it does not tend to 1 in the non-drifting cases so that an

appropriate threshold has to be chosen which can be complected in practice. Furthermore, as in all two-sample

cases, a split point has to be chosen which can have a strong effect on the performance of the test [32, 53] (see

Section 3.4). However, the chance of choosing a split point that invalidates the detection is very unlikely [53].

3.3.2 Meta-Statistic Based

So far we have been dealing with two-sample approaches. In a sense, those are the simplest approaches as

they consider every time point in the stream separately which leads to issues like the multiple testing problem,

sub-optimal sensitivity, and high computational complexity. Meta-statistic approaches try to deal with some of

these issues by not considering each estimate separately but rather combining the values of several estimates

to get better results. Though there are several algorithms that combine the result of multiple drift detectors

(ensemble approaches), those are usually applied at the same time point. To the best of our knowledge, there are

only very few algorithms that fall into this category. We will describe two algorithms in detail.

AdWin AdWin [59] stands for ADaptive WINdowing and is one of the most popular algorithms in supervised

drift detection. It takes values between 0 and 1 as input, which are interpreted as model losses. However, other

inputs such as p-values are also possible. We have illustrated the workings of AdWin in Fig. 7: First, it stores

the values in a single growing or sliding window S(t) (stage 1). For every time point s ∈W (t), this window is

split S(t) = Ss+(t) ∪ Ss−(t) and the mean value µs±(t) (and variance) are computed for both halves (stage 2).

The (variance normalized) difference of mean values then provides the statistic of interest (stage 3):

d̂(t) = sup
s∈W (t)

|µs+(t)− µs−(t)| .
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Figure 8: Visualisation of Shape Drift Detector. 1. Compute MMD for all time points (σ̂, dotted line shows
theoretically expected shape σ, red line indicated time point of drift), 2. Match obtained shape with theoretically
expected one (σ̂ ∗ w), 3. Candidate points are where the match score changes from positive to negative (black
line is 0, dots mark candidates), 4. Compute H0 distribution for MMD using permutation bootstrap at candidate
points to obtain p-value.

Using the assumption that the samples are Bernoulli random variables, i.e., take on the values 0 and 1 only, as is

the case for classification errors one can compute p-values for the H0-hypothesis that the performance of the

model only becomes better over time (stage 4). If the H0-hypothesis is rejected then the model’s accuracy has

decreased indicating a drift. The time point of the largest discrepancy is considered as the moment the drift

took place.

There are algorithmic solutions that allow for an efficient, incremental computation of the AdWin statistic.

However, as stated before the connection of model-loss as drift is rather vague [27, 26] thus we will exclude

AdWin from further considerations.

ShapeDD The Shape Drift Detector [53] is another meta-statistic-based drift detector. In contrast to AdWin

it focuses on the discrepancy of two consecutive time windows, a quantity referred to as drift magnitude [40]:

σd,l,D·(t) = d(D[t−2l,t−l],D[t−l,t]).

Here d is allowed to be any (quasi-)metric. This includes several dissimilarity measures used in other drift

detectors: total variation norm [40], Hellinger distance [29], MMD [39, 38], Jensen-Shannon-metric (A metric

derived from the Kullback-Leibler divergence [30]), feature-wise maximum KS statistic [46], and classification

accuracy linear models with non-linear preprocessing [48]. The core finding of [53] is that the drift detector is

based on is the fact that (for quasi-norms d) the graph of σ takes on a characteristic shape (see Fig. 8) in case

there is drift. This shape does not depend on the dataset or the used distance measure but only on the length of

the sliding window. Thus, in contrast to many other drift detectors, ShapeDD directly takes the fact that it

makes use of sliding windows into account. In case there are several drift events, the same shape is repeated once

for each drift assuming the drifts are sufficiently far apart. Finding those parts of σ that match the characteristic

shape allows for a precise pinpointing of the drift event.

More algorithmically, in the default setup as described by the authors, ShapeDD uses the MMD. We thus

use two consecutive sliding windows to compute the MMD using the kernel matrix σ̂(t) (stages 1-3). This can

be done in an online fashion in linear time with respect to the window length. This has two advantages: First,

the MMD is known to work quite well for a large number of different datasets. Second, the computationally

expensive part of the MMD-based drift detector is the computation of the normalization rather than the simple

statistic.

To match the shape we then compute the convolution (σ̂ ∗ w)(t) with w(t) = −1/l for −2l ≤ t < −l, = 1/l

for −l ≤ t < 0 and 0 otherwise, which can be done iteratively in constant time and check for consecutive values

where the sign changes from positive to negative, indicating a perfect match of the shape. The obtained points

are then used to compute the MMD in a two-window fashion using the found position as the split point (stage

4). As a consequence, most potential split points are not considered in the first place, reducing the average

computational complexity of the method. Furthermore, it is less likely to find several candidate points in close

proximity, reducing the change of a multiple testing problem and thus increasing the reliability of the method.
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Furthermore, in some cases, the precise time point of the drift event can be of interest, which is not provided by

the two-window approaches. Additionally, it is unlikely that the same drift is found twice which is also not true

for the other approaches. However, the characteristic shape is, in fact, an artifact that results from the way the

sampling procedure interacts with a single drift event, and thus no longer holds true if we consider a different

windowing scheme (stage 1), several drift events in close succession, or gradual drift.

One way to solve the latter issue is to make use of even more advanced meta-statistics that analyze the entire

data block at once.

Besides from that the authors discuss in the original paper that ShapeDD resolves the problem of choosing

the right split point, which together with the validity of the MMD two-sample test shows that the method is

valid for all drift processes with abrupt drifts that are sufficiently far apart. However, as ShapeDD essentially

reduces the drift detection to the application of MMD, it suffers the same issues regarding being surly drift

detecting.

3.3.3 Block Based

In contrast to all other drift detectors considered so far, block-based methods do not assume a split of the data

into two windows at any point. Instead, they take an entire data segment into account and analyze it at once.

To the best of our knowledge, so far there is only one block-based drift-detection algorithm in existence.

Independence Test based DAWIDD [25] is derived from the formulation of concept drift as a statistical

dependence of data X and time T and thus resolves drift detection as a test for statistical independence. Here

we will make use of the HSIC-test [47] which similarly to MMD makes use of kernel methods. However, instead

of searching for a map that discriminates the two datasets it searches for a pair of maps that increases the

correlation, i.e., supf :T →R,g:X→R cov(f(T ), g(X)) where similar to MMD f and g are found using kernel-methods.

The test requires a single collection of data points and thus a sliding window (stage 1). If available, the real

observation time points can be used, otherwise [25] suggested to simply making use of the sample id, i.e., sample

Xi was observed at time Ti = i. Using HSIC we compute the kernel matrix of data KX and time KT as a

descriptor (stage 2). The HSIC statistic is then a measure for the dependence of data X and time T and is

estimated by trace(KXHKTH), where H = I − n−111⊤ is the kernel-centering matrix (stage 3). Similar to

MMD the HSIC can be normalized using higher moments or a permutation bootstrap approach (stage 4). Due

to better performance, we make use of the latter. Notice that if the actual observation time is not available

we can use the same time kernel matrix KT and thus precompute HKTH as well as the permutated versions

resulting in a drastic reduction in computation time.

Compared to the other approaches, DAWIDD makes the fewest assumptions on the data or the drift. Not

only can it deal with gradual, and reoccurring drift but can even be applied in cases where there is no linear,

temporal order as in the case of federated learning where every computational node can experience drift at

different points in time. However, this generality comes at the cost that we usually need more data to obtain the

same level of certainty. We can consider this as the usual complexity-convergence trade-off found in all areas of

machine learning.

As DAWIDD is again a statistical test it is also universally valid but suffers the same issues regarding surely

drift detectability. However, in contrast to the two-sample test base methods, we do not have to choose a valid

split point which can be problematic in practice.

Clustering based Another way to perform block-based drift detection is provided by clustering-based methods.

In contrast to independence test-based approaches, these assume that there are only finitely many, abrupt drifts

in the considered time interval. The methods then proceed by clustering the data points with the additional

restriction that all data points that belong to one cluster have been observed at consecutive time points. This

is a reasonable approach as the variance of several data points coming from the same concept is small, while

the variance of data points coming from different concepts is large. Furthermore, since the time points of all
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observations belonging to one concept have to be a time interval and every time point has to belong to one

interval it suffices to find the boundary points of the intervals which then correspond to change points of the

drift process. Using a distributional variance measure V , i.e., a generalization of variance, such algorithms solve

an optimization problem of the following form for a predefined number n:

arg min
t0<···<tn

n−1∑
i=0

w(ti+1 − ti)V (D(ti,ti+1]),

where T = (t0, tn] and w is a weighting function.

An instantiation of this approach was proposed by [54, 71] making use of a kernalized version of variance, i.e.,

V (P ) = sup∥f∥≤1 varX∼P (f(X)), that is closely connected to the MMD and constant weighting w(∆) = ∆/n [56].

Thus, for X1, . . . , Xm ∼ P we have the estimate V̂ (X1, . . . , Xm) = 1
m

∑m
i=1 k(Xi, Xi) − 1

m2

∑m
i,j=1 k(Xi, Xj).

Due to the linear nature of the kernel-variance, i.e., it can efficiently be computed from the integral kernel

matrix, the problem can efficiently be solved using a dynamic programming approach that assures to always

find the optimal solution in polynomial time. The resulting algorithm is commonly called Kernel Change-point

Detection (KCpD). Later on, [56] introduced a heuristic to estimate the number of change points by making use

of ideas that originate in model selection. More precisely, one considers the same objective as before for different

numbers of split points n. If there are more than n change points then we can find a good split and end up with

a much smaller value for n+ 1. On the other hand, if there are no more than n change points, then the obtained

decrease of the objective is only due to statistical insufficiencies and therefore comparably small.

From a more algorithmic point of view, KCpD essentially searches for blocks along the main diagonal of the

kernel matrix so that the mean value of the entries inside the blocks is maximized. The number of blocks is then

chosen such that more blocks no longer increase that value significantly.

Notice that there is a close connection between clustering-based algorithms and independence test-based

algorithms: In the case of HSIC, by restricting the class of functions f : T → R to indicator functions on

intervals, i.e., f(t) = 1 for a < t ≤ b and 0 otherwise, we force the test to search for functions g such that

g(X) is large whenever T ∈ (a, b] and small everywhere else. Since the norm of the functions is bounded, this

implies that the variance of g(X) | T ∈ (a, b] is small. Thus, KCpD can be considered as an instantiation of an

independence-based detection scheme.

Since KCpD is a mainly heuristic methods it is hard to make any statement about its limiting behaviour.

However, in the statistic of the 1-split point case is very similar to the once considered by [32] furthermore it is

well known that in many cases kernel-estimates have uniform convergence rates. It is thus reasonable that one

can derive universally valid surely drift detesting methods that make use of the same ideas.

There are more algorithms that use similar ideas [72].

Model based Besides the classical kernels which are predefined and not dataset specific, we can also construct

new kernels using machine learning models. In [32], random forests with a modified loss function that is designed

for conditional density estimation, so-called moment trees [31], are used to construct such kernels. To do so the

model is trained to predict the time of observation T from the observation X. The resulting kernels show drastic

improvements in drift detection tasks [32]. We can also apply this procedure directly to obtain model-based

block-based approaches that can be thought of as an extension of the classifier-based two-window approaches to

continuous time by removing the time discretization. The relation between the resulting approaches to DAWIDD

is then very similar to the relation of MMD to the model-based two-window approaches.

3.4 Analysis of Strategies

So far, we categorized different drift detection schemes and described them according to the four stages discussed

in Section 3.2. In this section, we will consider the different strategies on a more practical level and investigate

experimentally in which scenarios which drift detection method is most suitable. For this purpose, we identified

four main criteria that describe the data stream and the drift we aim to detect: we investigate the role of the
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uniform Gauss two overlap

Figure 9: Illustration of used datasets (default parameters, original size). Concepts are color coded (Before drift:
blue, after drift: green).

drift strength, the influence of drift in correlating features, the data dimensionality, and the number of drift

events. To cover the strategies described in Section 3.3, we select one representative technique per category.

As these approaches are structurally similar, from a theoretical viewpoint they carry the same advantages and

shortcomings. We will present and discuss our findings in the remainder of this section.

Experimental Setup Datasets: For our experiments, we consider three 2-dimensional, synthetic datasets

with differently structured abrupt drift (see Fig. 9). We use modifications of these datasets to evaluate the

properties of the discussed drift detection methods.

For the first dataset, we draw samples from a uniform distribution on a square. The drift is induced by

performing a uniform shift along the diagonal, i.e., in x- and y-direction. Here, the drift intensity describes the

length of that shift. Potential extra dimensions contain uniform noise. In this dataset, the drift is thus described

by means of a shift, which is not uncommon in practice, but a rather simple setup.

The second dataset is generated by drawing samples from a Gauss (normal) distribution. The drift intensity

is characterized by the absolute value of the covariance. The drift changes the sign of the covariance, i.e., the

drift corresponds to a 90o rotation of the distribution. Potential additional dimensions are normally distributed

with covariance 0. In this dataset, the drift is thus encoded in the correlation only, however, normal distributions

are a relatively easy problem to deal with for many algorithms.

For the third dataset, samples are drawn from two overlapping uniform distributions on squares. The intensity

describes the offset of the two squares. The drift corresponds to a 90o rotation of the distribution. The noise

dimensions are also uniformly distributed. In this dataset, drift is again encoded in correlation only. However,

the distribution is not as simple as a normal distribution.

Based on these basic datasets we generate data streams consisting of 750 samples with drift times randomly

picked between t = 100 and t = 650 by varying the following parameters:

• We vary the drift intensity of the previously described datasets, the default is set to 0.125.

• We modify the number of drift events in the given data streams, the default value is 1.

• Finally, we consider adding noisy dimensions. As described above, each stream contains two drifting

dimensions; additional dimensions are noise according to the dataset description. We control the total

number of dimensions, the default is set to 5, i.e., 3 non-drifting noise dimensions.

Methods: We make use of the following algorithms that cover every major type and sub-type of drift detector

discussed in section 3: D33, KS, MMD, ShapeDD, KCpD4, and DAWIDD. For D3 we used the default logistic

regression as well as random forests as model. For MMD, ShapeDD, and DAWIDD we used the RBF-kernel and

2,500 bootstrap permutations.

3We use the implementation provided by the authors https://github.com/ogozuacik/

d3-discriminative-drift-detector-concept-drift
4We use the implementation provided by [73, 74].

20

https://github.com/ogozuacik/d3-discriminative-drift-detector-concept-drift
https://github.com/ogozuacik/d3-discriminative-drift-detector-concept-drift


Except for KCpD all methods provide a drift score which we make use of for the evaluation. For KCpD use

the extension presented in [56] which estimates the number of drifts (aka change points) given a predefined

threshold parameter α that plays a similar role to a p-value threshold. We thus use the smallest α value as drift

score.

In order to apply the two-sample (D3, KS, MMD) and block-based (DAWIDD, KCpD) algorithms, we split

the stream into chunks of 150 and 250 samples with an overlap of 100 samples of consecutive chucks. We

apply the drift detectors separately to each chunk. For the two-window-based approaches, we always choose the

midpoint as the split point. This way, we obtain a drift score, p-value, ROC-AUC in the case of D3, for each

chunk. For the meta-statistic approaches (ShapeDD) we apply the algorithms directly to the stream obtaining a

drift score for each sample. To obtain the chunk-wise drift score, we take the minimum over all scores associated

with samples that belong to that chunk.

Furthermore, as KCpD also allows for a precise pinpointing of the drift we also apply it to the entire stream

and then make use of the same strategy as in the case of ShapeDD. Notice that this setup is not comparable

to the others as it makes use of far more data and is not online. However, the pinpointing capabilities can be

important in further downstream tasks.

Evaluation: For each setup we perform 500 runs on independently sampled streams. To evaluate the methods

we make use of the ROC-AUC that is defined as the area under the receiver operating characteristic (ROC)

curve. Given a number of class scores for binary labeled samples, the ROC-curve plots the true positive rate

against the false positive rate for various decision thresholds on the class scores. This way, we get an impression

on how many false positives we have to tolerate if we want a certain number of true positives. By taking the

area under the curve (AUC) this information is condensed into a single number taking on values between 0 and

1 with 1 a perfect separation, 0.5 random chance. The ROC-AUC has the benefit that we do not have to specify

a decision threshold, rather it provides an upper bound on the performance for every threshold. Notice that it

is problematic to choose a threshold: on the one hand, it is not realistic in practice to optimize the threshold,

because we usually do not have ground truth, but on the other hand, it is necessary as an inappropriate choice

can render the method useless. The ROC-AUC measures how well the scores for the drifting and non-drifting

cases can be separated and thus provides an upper bound on the expected performance. Furthermore, the

ROC-AUC is not affected by class imbalance and thus a particularly good choice as the number of chunks with

and without drift is not the same for most setups.

Drift strengths Depending on the application it might be desirable to employ a drift detector that is capable

of robustly detecting very small drifts. To evaluate how well the discussed strategies capture small drifts we run

experiments with increasing drifts on all described datasets. From a theoretical perspective, it is reasonable

from most setups that weaker drifts are harder to detect. The sensitivity of the method often severely depends

on the choice of meta-parameters. For example: If we use D3 with different models, the performance of the

model has an impact on how well the derived drift detection works. Thus, if we make use of a comparably simple

model like logistic regression we expect to be less sensitive to drift compared to models like k-nearest neighbor

or random forests. Similar effects can be found in all drift detectors regarding the respective descriptors, i.e., the

choice of the kernel has an impact on the performance of MMD, ShapeDD, and DAWIDD, or the way we choose

the projection for KS, i.e., random, sparse, axis-aligned [32, 39, 42].

Our results are visualized in Fig 10. As expected, all methods improve their detection capabilities with

increasing drift strengths. However, for ShapeDD we observe a stronger increase, reaching a high detection

accuracy already for small drift strengths. As ShapeDD makes use of the same test as MMD this implies that

the optimized split point choice often results in large improvements. We will study this effect more closely later

on. Furthermore, as predicted the performance of D3 heavily depends on the combination of model and dataset.

While logistic regression works better than random forest on the uniform dataset, its performance on the two

other datasets is essentially random guessing. This is to be expected as linear models cannot learn the necessary

non-linear decision boundaries. Furthermore, for 150 samples D3 with random forest even outperforms ShapeDD

for all small intensities on the two overlapping squares dataset. This is to be expected as the drift there is
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Figure 10: Drift Detection performance for various intensities.

contained in the missing corners which is hard to find using the radial basis functions of the RBF kernels, but

easy for the axis-aligned decision trees. This is also an example that shows that meta-statistics can decrease the

performance when the signal is too weak to be picked up by the preprocessing. Furthermore, we want to point

out that DAWIDD is in second place for all datasets and the smaller parameters, and at least third place. KCpD

in the batch variant requires larger intensity to outperform DAWIDD. The global variant of KCpD outperforms

all online algorithms which is not surprising considering the amount of used data, however, it is usually closely

matched by ShapeDD.

Thus, we suggest incorporating as much domain knowledge into the choice or construction of the descriptor

as possible. Furthermore, we recommend the usage of meta-statistic or block-based methods.

Drift in correlating features In real-world applications, drift might only be detected if the correlation of

the features is analyzed. To evaluate how well different detectors perform in such settings we consider feature

correlations in this experiment. As the correlation is realized on the datasets and not their parameterizations,

i.e. in the uniform dataset, the drift manifests itself in the individual features while for the other two, it can

only be detected in their correlation, we compare the model performance across different experiments.

As can be seen in Fig. 10 (Gauss, Two overlap) KS shows a performance close to random chance. This is to

be expected as in both cases the drift is entirely encoded in the feature correlation and thus lost to a feature-wise

analysis as performed by KS. The axis-aligned decision trees used by D3 with random forests show a similar

issue in the case of Fig. 11 (Gauss) whereas the kernel-based methods show far more comparable results across

all datasets.

We thus advise only using methods that make heavy use of feature-wise analysis if drift in the correlations

only is either less relevant or very unlikely. If this is not an option, ensemble-based drift detectors may provide

an appropriate solution.

High dimensional data streams In many practical applications, one has to cope with high dimensional data

streams containing measurements from many different sensors. In these settings, the drift might be reflected

in a few features only. We will investigate, whether a high dimensionality disturbs some of the drift detection

strategies. For this purpose, we again run experiments increasing the number of non-drifting features.

Our results are visualized in Fig. 11. We observe a decline in the performance of all methods with an

increasing number of non-drifting features. However, the KS-based approach quickly declines to a non-acceptable

level. Interestingly, D3 also suffers a comparably fast decline in performance although tree-based methods usually

perform intrinsic feature selection. However, the decline is usually less steep compared to the other methods.

Additionally, in case of the Gauss dataset (in Fig. 11), where the features are strongly correlated and hard to find

the random forests we see a particularly steep decline. We also observe that the additional information provided

to the global KCpD does not seem to help the method, which can be explained by the choice of the RBF kernel.
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Figure 11: Drift Detection performance for various number of total dimensions.
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Figure 12: Effect of total number of dimensions on drift score for various drift detectors. Graphic shows median
(line), 25%− 75%-quantile (inner area), min−max-quantile (outer area), and outliers (circles).

Thus, we advise to choose appropriate preprocessing techniques or descriptors in order to select or construct

suited features.

We further analyzed the behavior of the different methods in a test bed setting. We used the uniform dataset

only and drift right in the middle, which we also used as split point. We then compared the obtained drift scores

(p-values) for drifting and non-drifting samples, each containing 250 data points. We repeated the procedure 500

times for various numbers of dimensions. The results are shown in Fig. 12.

As can be seen, for D3 and MMD detecting the drift in the drifting sample becomes harder for more

dimensions, the score assigned to the non-drifting stream however stays the same. This is not too surprising as

the signal-to-noise ratio becomes worse for more dimensions.

For KS it is the other way around: while the score for the drifting sample stayed the same, the score for the

non-drifting sample declined, indicating that it becomes more like a drifting sample. This effect is due to the

fact that just by random chance, some dimensions look like there could be drift although there is none. This

effect is essentially the multi-testing problem posing a huge problem for dimension-wise drift detectors.

We thus advise that in case of high dimensions with high cost in case of false alarms, one should refuse drift

detectors that operate dimension-wise.

Number of drift events Another crucial parameter is the number of drift events in a single window. Most

drift detectors assume that there is only one drift event per window. While that might not be such a big issue for

two-window approaches [53], meta-statistic-based algorithms need to take the resulting interference patterns into

account and accommodate for them adequately. The ShapeDD for example makes the explicit assumption that

there is at most one drift event in the scanner window. However, in particular, streams that alternate between

two states may pose a problem to two-window-based drift detectors. For example, if we observe concepts ABA
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Figure 13: Drift Detection performance for various numbers of drift events.

and split right in the middle of B then the mean distribution in both windows is the same and the drift detector

will fail to detect the drift. Although overlapping windows reduce the chance of such scenarios, they can still

cause some problems.

As before, we use the same experimental setup, this time increasing the total number of drift events. The

results are presented in Fig. 13. As can be seen, all drift detectors struggle when confronted with multiple drifts.

Interestingly, in particular, the global KCpD is strongly affected by the number of drifts.

We thus advise making use of block-based drift detectors if several drift events are to be expected. In

particular, we suggest not to make use of meta-statistic-based methods unless they can explicitly deal with the

setup.

D3 Model choices As already pointed out in the experiment on intensity, different specific instantiations of

the algorithm may have a significant impact on the detection performance. We showcase this fact in the case of

D3 by considering different learning models. We made use of the same experimental setup as above and used the

following models: logistic regression, random forests (RF), extra tree forests (ET) (a variant of random forests),

and k-nearest neighbor classifier (k-NN). The results are presented in Fig. 14.

As can be seen the model has a major influence on the method’s performance. While the k-NN-based model

is outperformed by all other models on the uniform dataset, it clearly outperforms all other models on the Gauss

dataset. On the other hand, similar models result in similar performance as can be seen in cases of RF and ET.

What surprised us was that we were not able to observe their capability to select the most important features

that is theoretically available to all models except k-NN, which still outperformed the other models in 2 out of 3

cases with high dimensionality.

To conclude, we suggest using as much prior knowledge as possible to build a suitable descriptor for the data

at hand. This result matches the observations of [32] where the authors argued that the descriptor is actually

more important than the metric that is derived from it.

Effect of split point Last but not least we further analyzed the effect of the used split point for the two-window

approaches. We used the uniform dataset only to create two types of samples each containing 250 samples. In

the first type, the drift occurs right in the middle, which is also used as the split point for the methods. For

the second, the drift happens at a randomly chosen point within the sample. We compare the obtained scores

(p-values) for various drift intensities, the results are shown in Fig. 15.

As can be seen, all three methods perform significantly better when the drift point is known. Also, they

show drastically smaller variance. The latter is to be expected as depending on where the drift point is relative

to the used split point and the window size the problem can become simpler or harder.

Considering our results, it is reasonable that approaches that preselect a candidate split point rather than

simply choosing one ignorant of the underlying data provide a valid strategy to optimize performance. This
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Figure 14: Drift Detection performance for various models used by D3.
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Figure 15: Effect of split point on detection performance of various drift intensities. Graphic shows median
(line), 25%− 75%-quantile (inner area), min−max-quantile (outer area), and outliers (circles).
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Figure 16: Drift Detection performance for various model/loss-based approaches. Experiments with varying
intensity use a different scale than previous experiments.

reflects the discrepancy of performance when comparing MMD with ShapeDD, with the latter being essentially

a strategy to find good candidate split points. We thus advise the user to investigate options to preselect a good

candidate split point, either through prior knowledge or by choosing an appropriate algorithm.

Loss-Based approaches We also considered loss- and outlier-based approaches, namely one-class-SVM

(SVM; RBF kernel), local outlier factor (LOF; k = 10), isolation forests (IF), and density-based approaches

kernel-density (KD; RBF kernel) estimate, and Gaussian mixture model (GMM; ≤ 10 components selected via

cross-validation (CV) or Dirichlet prior (Bayes)). We made use of the scikit-learn [75] standard implementation

and default parameters if not specified above. In case of the outlier-based approaches we used the outlier score,

in case of the density-based approaches we used sample probability. We considering the same datasets and

parameters as before but used a simplified setup: We first trained the models on the first 100 samples (no drift)

and then applied them to the remaining stream. As a consequence the number of drift becomes irrelevant to the

detection task. The results are shown in Fig. 16.

As the stream contained data from the initial training distribution and the drifted distribution, we expect the
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samples from the other distribution to be marked as outliers or assigned a small probability. However, even for

an intensity of 0.25 the ROC-AUC falls below 0.7 for all methods but and two out of three datasets. Notice that

the experiments using D3 clearly indicate that a significantly better performance is possible. We thus increased

the default value for intensity to 0.5.

As expected we found that an increase of intensity leads to better performance. Still most methods require a

comparably strong drift to achieve good performance. In particular, isolation forests seem to perform comparably

poor. The number of dimensions also has a negative impact on the performance, resulting in lower scores as

compared to the approaches studied in the previous sections.

We thus found additional empirical evidence for the results of [27] which challenge the suitability of loss-based

approaches for drift detection from a formal mathematical perspective and therefore suggest the reader not to

make use of loss-based approaches.

3.5 Conclusion and Guidelines for Drift Detection

After providing a formal definition of a drift detector, we presented and categorized many different approaches for

drift detection. Table 1 and Fig. 4 provide a condensed summary of the proposed taxonomy and summarize how

different methods are implemented according the the common staged scheme as visualized in Fig. 2. To wrap

up our analysis on drift detection, we will summarize the main findings of our experiments with representative

implementations of the discussed strategies.

A main finding is that as much domain knowledge as possible should be incorporated when designing drift

detection schemes. This concerns selecting appropriate preprocessing techniques, constructing and engineering

suitable features, and choosing fitting descriptors in stage 1&2 of the process. Over all experiments, we found

that it is advisable to use meta or block-based methods. Next to the finding that choosing good split points is

crucial for obtaining good detection capabilities, we found some very situation-specific insights: A feature-wise

analysis should only be performed if it is expected that the drift does not inflict itself in correlations. Otherwise,

relying on ensemble-based techniques seems to be the better solution. When working with high dimensional

data, one should avoid using dimension-wise methodologies, especially if false alarms are costly in the considered

application. Finally, if multiple drifts are expected, applying block-based detectors is particularly suitable.

Finally, but maybe most importantly loss-based strategies should be avoided when the target of the drift detection

is monitoring for anomalous behavior.

4 Drift Localization and Segmentation

Solely detecting and determining the time point of the drift is not sufficient in many monitoring settings. In

order to take appropriate action, more questions concerning the drift have to be answered. In this section, we

focus on the where – our goal is to identify the drifting components in space.

4.1 Problem Setup and Challenges

The task of determining where in data space the detected drift takes place or manifests is referred to as drift

localization. Informally, the problem of drift localization can be expressed as “finding those regions in the data

space that are affected by the drift” [9, 30]. We have illustrated this in Fig. 17, the dotted area is the area of

interest. A slightly different angle on this question would be investigating “whether or not a given sample is

affected by the drift” [37, 76]. Both questions are relevant in practical applications. If we know which parts of

the data space are affected by the drift, we know which analysis has to be redone. On the other hand, if we

know which data points are affected by the drift we can update our dataset more efficiently, i.e., we do not need

to discard all old data points but only the affected ones.

Both questions can be raised interchangeably: if we know which parts of the data space are affected by drift,

we can mark all data points therein as drifting. If, on the other hand, we know for every data point whether
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Figure 17: Visualization of distribution consisting of three segments (optimal drift segmentation; borders given
by black lines). The two segments on the right form the minimal drift locus (dotted area). Left: Sample drawn
from distribution color indicates time point of observation, evolving from dark blue to light green, right: Time
point distribution per segment.

or not it is drifting, we can mark the corresponding parts of the data space as drifting. However, in practical

applications, identifying the drifting samples is usually more feasible. In particular, we can consider it as yet

another statistical test with the H0 hypothesis “The data point x is not affected by drift”.

To summarize, we want to separate those parts of the dataset/space where the drift manifests from those

irrelevant to the drift. However, this is challenging as the definition of drift is not local in the sense that it makes

no statement about the inner workings of the drift process. Rather, it simply states that there is some kind of

difference in the distributions over time. Yet, from a mathematical point of view, there is no obvious way to

talk about the behavior locally, i.e., at a single point. Thus, before we can work on a solution for the task, we

first need to specify what we actually mean. For this purpose, we will make use of the formalization of drift

localization presented in [76].

When discussing drift in the unsupervised setup one usually imagines something like a Gaussian moving

through space, i.e., X = Rd and Dt = N (µt, σ) where µ· : T → Rd is the moving mean of the Gaussian. However,

as is well known Gaussians span the entire space and are thus not suited for analyzing the local properties of the

drift.

Instead, we suggest to approximate the drift process using a mixture model of uniform distributions on

a grid, i.e., denote by L
(n)
i1,...,id

= [i1/2
n, (i1 + 1)/2n) × · · · × [id/2

n, (id + 1)/2n) the grid cell starting at

(i1, . . . , id) with length 2−n and grid based approximation by D̂(n)
t =

∑
i1,...,id∈Z λi1,...,id(t)U( L

(n)
i1,...,id

) where

λ
(n)
i1,...,id

(t) = Dt( L
(n)
i1,...,id

) are the time dependent weights assigning with which probability a grid cell will

be present in the data at the considered time. Notice that D̂(n)
t is a valid approximation in the sense that it

converges weakly to Dt as n→∞. On the other hand, D̂(n)
t has drift if and only if at least one weight function

λi1,...,id(t) is not constant.

Clearly, if Dt has no drift, then neither does D̂(n)
t . On the other hand, if Dt has drift and we choose n

sufficiently large then D̂(n)
t has drift, too. However, if we choose n comparably small, then small drifts are lost

to us, e.g., consider X = R, T = [0, 1] and Dt = δt/2m then D̂(n)
t has drift if n > m.

In a sense we decompose the drift into two kinds: 1) the drift that “moves” probability between the cells

which becomes apparent in a change of the weights λ
(n)
i1,...,id

(t), and 2) the drift that is happening inside the

cells L
(n)
i1,...,id

that is not approximated by D̂(n)
t and thus lost in our observation (see Fig. 18 for an example

illustration). Notice that this effect is also used drift detection: virtual classifiers [64] try to find a set L ⊂ X
(corresponds to the class +1) such that the samples in the reference window W−(t) are more likely to fall into L

compared to the samples in the current window W+(t) the drift detection is then based on measuring the drift

that moves the probability between L and LC . In Fig. 18 the classifier may choose L as the upper halve and

then observe the discrepancy presented in the middle diagram. An interesting case occurs when we can choose n

so large that Dt has no more drift of the second kind, i.e., no drift inside any of the cells L
(n)
i1,...,id

. In this case,
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Segments Above vs. below Below only: left vs. right

Figure 18: Visualization of distribution with three segments, all having drift. Left: optimal drift segmentation,
time is color coded, black lines mark segment border, middle/right: Time point distribution of segments. First
drift moves distribution from upper halve to left below, second from left below to right below, third from right
below to left below. The upper halve is a drift segment (no drift inside), the lower halve is not as the distribution
moves from left to right and back.

the entire information on the drift is encoded in the weights λ
(n)
i1,...,id

(t) and even if approximating Dt locally by

uniform distributions is no good fit the approximation errors are irrelevant for the analysis of the drift. This can

be interpreted as the fact that the drifting behaviour inside L
(n)
i1,...,id

is homogeneous, i.e., which particular point

we consider is irrelevant as the temporal distribution is always the same.

Notice that this idea offers an algorithmic solution for example by employing an quadtree-like scheme using

drift detection on each leaf as stopping criterion. However, there is no need to make use of grid cells for the

approximation. The important idea is that if we can partition the data space into segments L1, . . . , Ln such

that there is no drift inside each of the segments, the drift is entirely encoded in the way the weight functions

t 7→ Dt(Li) deviate from constants. We will refer to sets L ⊂ X for which there is no drift inside as drift segments.

In order to give a formal definition thereof we first need to understand what we mean by “there is no drift inside

L”.

Intuitively, describing the drift inside a set L we basically mean to perform some kind of spatial restriction of

the drift process from X to L and then apply the usual definition. As pointed out in the beginning, the problem

that there is no way to describe Dt point-wise arises. Thus, we cannot simply define the restriction to be equal

to Dt on L and 0 everywhere else as one would do with a function. We thus need to come up with a formal

definition of what restriction means. We would expect it to fulfill at least the following properties:

1. It should again be a drift process on X .

2. It should be concentrated on the set we are restricting on.

3. It should resemble the original drift process on the set we are restriction on.

Let us construct such a process. In order to fulfill the first and third property, let us start with the drift process

(Dt, PT ). This clearly is a drift process on X that resembles (Dt, PT ). The second property can be interpreted as:

every set A ⊂ X \ L has probability 0. To realize this we can simply “remove” LC from every set before taking

measure, i.e., we consider Dt(A ∩ L). This however is no longer a measure on X as Dt(X ∩ L) = Dt(L) < 1.

To cope with that we normalize by Dt(L), i.e., we consider Dt(A ∩ L)/Dt(L) = Dt(A | L) which is just the

conditional probability given L. This is only defined if Dt(L) > 0 which does not need to be the case for all t.

We can interpret this as “at time t we do not make any observations in L” so it does not make any sense to talk

about the restriction to L here. We thus also modify PT to assign the value 0 to all such time points. This can

be done in two ways: we can consider the active time of L, i.e., the set TL = {t | Dt(L) > 0}, and then consider

PT (W | TL) using similar arguments as above or we consider the probability that we observe a sample in L

during W which leads to D(W × L | T × L). Here the latter choice is more natural form a modeling perspective
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as the holistic distribution of the drift process (Dt(· | L),D(· ×L | T ×L)) is given by D(· | T ×L) which is well

defined if DT (L) > 0 and we can use the other arguments as before. Furthermore, notice that if Dt has a density

f with respect to some measure µ, i.e., Dt(A) =
∫
A
f(x)dµ(x), then the (scaled and 0 extended) restriction of

f onto L, i.e., f|L(x) = f(x)/
∫
L
f(x)dµ(x) if x ∈ L and 0 otherwise, is exactly the density of Dt(· | L) with

respect to µ. In particular, this does not depend on the choice of µ.

We can now formally define the notion of drift segments:

Definition 6. Let (Dt, PT ) be a drift process from T to X . Let L ⊂ X be a DT non-null set, then the

restriction of Dt onto L is as the drift process with kernel A 7→ Dt(A | L) = Dt(A ∩ L)/Dt(L) and time

distribution W 7→ D(W × L | T × L), with D the holistic distribution of the original drift process. We refer to

TL = {t ∈ T | Dt(L) > 0} is the active time of L.

A DT non-null set L ⊂ X is called a drift segment if the restriction (Dt(· | L),D(· × L | T × L)) has no drift.

A drift segment is called maximal iff it is maximal with respect to set inclusion, i.e., if for every L ⊂ L′ we either

have DT (L
′ \ L) = 0 or the restriction with respect to L′ has drift.

A collection of drift segments Li, i ∈ N that cover X , i.e., ∪iLi = X , is called a drift segmentation. If all

segments are maximal then the segmentation is optimal.

The notion of a maximal drift segment comes from the observation that if L is a drift segment, then every

subset L′′ ⊂ L is a drift segment, too. Thus, maximal enforces that the segments are of reasonable size.

We will now define drift localization. As drift can be arbitrarily complicated, we describe the drifting region

as the complement of the non-drifting region, i.e., which part of the distribution has to be “removed” in order to

make the drift disappear. As pointed out above, the term of a drift segment only encodes homogeneous drifting

behaviour, i.e., there is no drift going on inside of each segment. However, there can still be drift between the

segments, e.g., in Fig. 18 there are three segments, but every single point in the data space if affected by drift. If

we truly want no drift, then we also have to take the drift between the segments into account. However, using

all the consideration done so far this is nothing more than to state that Dt(L) is constant. As a consequence we

have that D(W × L | T × L) = PT (W ). This then leads to the following definition:

Definition 7. A drift locus is a measurable set L ⊂ X such that (Dt(· | LC), PT ) has no drift and t 7→ Dt(L)

is PT -a.s. A drift locus L is minimal if it is contained in every other drift locus L′ up to a DT -null set, i.e.

DT (L \ L′) = 0. We refer to the process of finding the minimal drift locus as drift localization.

The idea of the drift locus is that it is the complement of a segment that does not show any drift, and also

no shuffling. The notion of minimality is then analogous to the maximality of the non-drifting segment. Notice

that since Dt(L) is constant, we do not need to consider the active time TL as it is either T or ∅ ant the latter

would imply a DT -null set.

As discussed in [76] the notion of a minimal drift locus has several nice properties. Among those is the fact

that in all practically relevant cases, there is a unique minimal drift locus so the notion of drift localization

makes sense from a theoretical point of view. Furthermore, the minimal drift locus is not empty if and only if

there is drift. In the following, we will discuss how to obtain a drift localization given data.

4.2 A general scheme for drift localization

To understand the workings of drift localization algorithms, we can essentially apply the same 4-stage scheme we

already used for drift detection, see Fig. 19.

Stage 1: Acquisition of data As a first step, we again need a strategy for selecting which data points are to

be used for further analysis. Most approaches rely on some instantiation of sliding window strategies. Again

we are free to consider sliding, fixed, or growing, as well as implicit reference windows. However, as we usually

require a large amount of data for the localization task, to the best of our knowledge there are no methods that

make use of an implicit reference window. Similar preprocessing steps as for drift detection, such as a deep latent

space embedding, are reasonable tools that have been applied successfully in the literature [22].
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Stage 2: Building a descriptor Just as drift detection, drift localization algorithms split the data processing

into two steps building a descriptor from data first and then analyzing it. In contrast to drift detection, those

usually offer a quite direct connection between locations in data space and the structure of the descriptor.

Commonly used are decision trees [30, 76, 57] or k-neighbour based descriptors [37, 76]. However, depending on

the analysis algorithm nearly arbitrary machine learning models can be used as descriptors [76].
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Figure 19: Visualization of drift detection
from a data stream. Given a data stream,
for each time window W (t) a distribution
DW (t) generates a sample S(t). A drift de-
tection algorithm estimates whether the S(t)
contains drift or not by performing a four-
stage detection scheme. Illustrated algorithm
uses: tow-windows (stage 1), tree-histograms
(stage 2), leaf-wise total variation norm (stage
3), and bootstrap normalization (stage 4).

Stage 3: Computing dissimilarity Based on the descriptor

a drift score is computed. In contrast to drift detection, where

the score is used to describe the global amount of drift, in drift

localization it computes the amount of drift in a region of the data

space [30, 76, 57] or a single data point [37, 76]. In particular, for

methods that make use of region-wise computations this can be

considered as performing a common drift detection that only takes

a small region of the data space into account [30]. Indeed, many

dissimilarities commonly used in drift detection are essentially

based on the idea, that there is drift if we can partition the data

space in such a way that the number of samples observed before

and after the drift in a single partition differ significantly. In

particular, all aforementioned drift detection algorithms make use

of this idea in one way or another.

Stage 4: Normalization Similar to drift detection, the ob-

tained dissimilarities are typically very setup-specific and do not

allow a direct conclusion regarding whether or not a certain sam-

ple or region is drifting. A common strategy is to make use of

some kind of bootstrap statistical test in order to either find the

parameters under the H0-hypothesis [37] or directly compute a

p-value for the point or region [30, 76].

4.3 Approaches

Although, there are several methods for drift detection and some

that allow further analysis of the drift, drift localization in the

sense described above is a less popular research question. Most

methods that admit such an option either use it as a subroutine of

drift detection or allow for it as a mere byproduct [30] rather than

an explicit aim for drift analysis technology [9]. The majority

of algorithms that allow localization are based in one way or

another on performing drift detection on a local scale [30, 37,

76], i.e., instead of analyzing the entire dataset at once, only

local subspaces are analyzed. This has the drawback that we

usually have less data to work with. On the other hand, as we

are already local in data space we can make use of far simpler

detection schemes.

For example, if we make use of a grid-based binning then the

total variation norm is approximated by counting the samples of
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each distribution per bin, taking the difference of those numbers, and summing up:

̂∥P −Q∥ =
k∑

i=1

∣∣∣∣∣∣ 1m
m∑
j=1

1[Xj ∈ Gi]−
1

n

n∑
j=1

1[Yj ∈ Gi]

∣∣∣∣∣∣ ,
where G1, . . . , Gk ⊂ X , ∪ki=1Gi = X , Gi ∩Gj = ∅ for i ̸= j are the grid-cells, X1, . . . , Xm ∼ P , Y1, . . . , Yn ∼ Q

i.i.d. Similar estimation strategies can be applied to all sorts of distances [32].

Just as in (global) drift detection, the estimates are usually based on two-window approaches where we

first select a split point and then compare the distributions before and after. As in drift detection, this split

point can be chosen more or less arbitrarily. However, as the algorithms are usually less robust due to the even

smaller amounts of data they are working with, it can be beneficial to first determine the actual split point

using a suitable drift detector and then perform the localization. The common next step is to use the descriptor,

which is constructed to work locally in data space to perform local drift detection. As pointed out above, such

descriptors only need to count the number of points in the vicinity of the query point. As pointed out by [76]

this can be considered as a probabilistic classification task, where the question of whether we make a statement

about the local region or sample depends on the model used. This idea was further analyzed in [76] giving a

theoretical justification for the most approaches available. In particular, it was shown that essentially every

probabilistic classifier can be used for drift localization by analyzing its output.

In the following we will consider four exemplary approaches in more detail:

kdq-Tree The algorithm is one of the oldest implementations for drift localization [30]. It is a two-window

approach (stage 1), designed to work with vectorial data only. The main idea is to grow a kd-tree-like data

structure to obtain a binning (stage 2). More precisely, the trees are obtained by iterating over each dimension

in every recursion step and splitting the area right in the middle of said dimension as long as enough data is

available. This assures that the volume of every leaf shrinks exponentially with each recursion. It is important

to note that, up to the stopping criterion, the tree does not take the data distribution into account.

Once the tree is grown, it computes the symmetrized Kullback-Leibler divergence to compare the number of

samples coming from each window on every leaf which serves as the drift score (stage 3). This way we obtain a

score for every leaf and thus region in the data space. Then a scanner statistic is used to compute a threshold

(stage 4) which also depends on user-defined parameters. If the score of a leaf exceeds the threshold then the

leaf area is considered to be drifting.

LDD-DIS The algorithm [37] is a two-window (stage 1), neighbor-based (stage 2) approach that computes a

drift score for every data point. It is based on the Local Drift Degree which a the ratio of the number of points

in the k-neighbourhood query point. It divides the number of points in the same time window as the query

point by the number of points in the other window, minus 1 (stage 3). It is thus close to 0 if the ratio is even

and deviates if there are far more samples from one window than the other. By an application of the central

limit theorem, the authors show that for large k the scores should follow a normal distribution if there is no

drift. The parameters of this normal distribution are computed using a bootstrap permutation scheme. This

distribution is then used for normalization (stage 4).

Notice that the ratio that forms the heart of the LDD is closely related to the predicted probability of a

k-neighbour classifier.

Model-Based Drift Localization In [76] a family of algorithms that make explicit use of machine learning

models has been introduced. The algorithms can be classified as multiple-window-based approaches (stage 1),

i.e., two windows or more. For simplicity and comparability, we will consider the two-window case here.

Very similar to virtual classifiers [64, 65] and LDD a probabilistic classifier is trained to predict the window or

time point each sample belongs to. This model serves as a descriptor (stage 2). The drift score, which the authors

refer to as informativity, is then derived from the classifier prediction. In order to cope with class imbalance, i.e.,
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different numbers of samples per window, the prediction is compared to the prediction of the constant model

(stage 3), i.e., size ratio of windows, using the normalized Kullback-Leibler divergence. As pointed out by the

authors, from a Bayesian point of view, informativity can be interpreted as “how much information on the time

is lost, if we do not take the place into account”. It then is shown by the authors that informativity takes on

values between 0 and 1. The mean informativity is 0 if and only if there is no drift, and the informativity at one

point is larger than 0 if and only if that point belongs to the minimal drift locus. This serves as a theoretical

justification for the presented method and other methods like LDD-DIS or kdq-trees.

Algorithmically, the authors suggest making use of a permutation bootstrap test that uses informativity as a

point-wise statistic in order to cope with effects like overfitting (stage 4). However, it was also discussed that for

many commonly used models like k-nearest neighbor, decision trees, or random forests, the corresponding H0

distribution can be computed analytically. Thus, we do not have to refer to explicit computations. Furthermore,

due to the supervised training scheme, we can make use of techniques like cross-validation to automatically

choose model parameters.

Drift Segmentation As stated in section 4.1 drift localization can be considered as a downstream-tasks

of what is referred to as drift segmentation [57], i.e., the decomposition of the data space into regions with

homogeneous drifting behavior. Assuming a drift segmentation is provided to us, we can easily check for each

segment whether there is drift using a simple drift detector (stages 3 & 4). Drift segmentation can be approached

using similar ideas as applied in [76]. However, instead of performing probabilistic classification, conditional

density estimation is employed on a single sliding window (stages 1 & 2), i.e., the model is trained to predict

x 7→ PT |X=x. This way, the necessity of a split point or several windows is no longer given. In this sense, drift

segmentation relates to block-based drift detectors.

Algorithmically, the different methods mainly differ in how they approach the construction of the descriptor

(stage 2): The authors of [57] approached drift segmentation using a specially trained kind of decision tree, called

the Kolmogorov tree, that uses the Kolmogorov-Smirnov test as a split criterion that reduces the statistical

dependency of data and time very similar to DAWIDD. The leaves of the resulting tree then approximate the drift

segments. In [22] it was pointed out that similar results can be obtained using any segmentation-based model.

Also, using ideas from [31, 77] instead of special training allows a large variety of models. Furthermore, even

non-segmentation-based models can be used to derive an informed metric that can then be used for clustering,

the resulting clusters then approximate the segments [22].

4.4 An analysis

So far, we analyzed the discussed drift localization methodologies on a conceptual level. In the remainder of this

part, we focus on conducting a more practical analysis and providing guidelines for the practical usage of these

methods.

Experimental Setup Dataset: We consider a single, 2-dimensional, synthetic dataset that is sampled from a

uniform distribution on a square. Drift is induced by a shift along the diagonal, i.e., in x- and y-direction, with

different lengths (intensity). Notice that this corresponds to the uniform setup in the drift detection experiment.

Besides drift intensity, we again also consider the total number of dimensions (as before), random rotations, and

the number of samples. We assume that we know the time point of drift and that we are provided with an equal

amount of samples before and after the drift. For the random rotation we first generate the dataset, center at

0, and then multiply with a λO + (1 − λ)I for various λ ∈ [0, 1], where O is a randomly sampled orthogonal

matrix (random rotation) and I is the identity matrix (data is axis aligned). We consider all combinations of

parameters.

Method: We consider the kdq-Tree, LDD-DIS, model-based drift localization based on random forests [76]. As

two out of three methods are tree-based and thus align the segments with the coordinate axis, we also consider

the effect of random rotation.
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Figure 20: Effect of axis alignment (λ) on localization performance (intensity: 0.05, samples: 750, dimensions:
5). Graphic shows median (line), 25%− 75%-quantile (inner area), min−max-quantile (outer area), and outliers
(circles).

Evaluation: We perform a sample-based evaluation, i.e., we want to predict for each data point whether

or not it is affected by drift. Here, we consider every sample in the overlap of the square as non-drifting and

every other data point as drifting. To evaluate the methods we again make use of the ROC-AUC for the same

reasons. In particular, in contrast to many other scores like F1 or accuracy, the ROC-AUC is not affected by the

expected class imbalance.

Overall results The overall results of the experiment (see Fig. 20-22) show that the problem of drift localization

is a comparably hard one and still requires additional research. The overall ranking of the methods in our

simplified experiments places the MB-DL approach at the top, followed by LDD-DIS and kdq-Trees at the last

place. This is consistent with the findings in the original paper where more complex datasets were analyzed[76].

In nearly all parameters kdq-Trees perform only slightly better than random, LDD-DIS barely ever reaches a

score 0.6 or higher. This, together with the very high variance makes the analysis comparably hard.

Axis-alignment As one can see in Fig. 20, axis alignment is one of the most crucial parameters for MB-DL,

for the other two approaches it is nearly irrelevant. For the MB-DL applied to a window of 150 samples or more,

we observe an extreme decline in performance when we switch λ = 0 (perfectly axis-aligned) to 0.5, after that,

the performance stays at a constant, low level. This is to be expected as random forests use axis-aligned splits

and thus can hardly cope with classifications that require making use of correlations as is the case if λ > 0. In

the following, we will thus explicitly discuss the cases λ = 0 and λ = 1 separately.

We thus suggest applying some kind of preprocessing or other model in case of drift that is mainly present in

the correlation.

Sample size and dimensions As is expected all methods profit from more samples (see Fig. 21). However,

the increase in performance of kdq-Tree is not significant and might be due to random chance. In the case

of MB-DL the increase for λ = 1 is only moderate and comparable to LDD-DIS, for λ = 0 the increase of

performance is very strong and nearly linear until it reaches nearly perfect classification.

Similar results can be found for the number of noise dimensions. While all methods suffer from high

dimensionality, MB-DL does rather moderately in case λ = 1, this is to be expected as the detection scheme is

trained in a supervised fashion and thus can perform feature selection in this case. Similar effects cannot be

observed for kdq-Trees as they do not optimize the tree structure for the problem at hand, LDD-DIS which is not

capable of feature selection in the first place, or MB-DL if λ = 0 as in this case feature selection is not possible.
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Figure 21: Effect of number of samples and dimensionality on localization performance for various choices of λ
(intensity: 0.05, samples: 250, dimensions: 5). Graphic shows median (line), 25%− 75%-quantile (inner area),
min−max-quantile (outer area), and outliers (circles).
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Figure 22: Effect of drift intensity on localization performance for various choices of λ (samples: 250, dimensions:
5). Graphic shows median (line), 25%− 75%-quantile (inner area), min−max-quantile (outer area), and outliers
(circles).

To conclude, drift localization requires a comparably large amount of data and high dimensionality poses a

problem in particular if no feature selection is possible. Still, even in this case model-based approaches might

still be the best choice.

Drift intensity Just as in drift detection, the larger the drift the easier the task becomes. This finding is

systematic across consistent across all methods as summarized in Fig. 22. Furthermore, we see a nearly linear

relationship between the drift intensity and the increase of performance. This is true for both cases λ = 0 and

λ = 1, but for the latter the increase is much steeper.

In particular, we suggest making use of a split point selection by using an appropriate drift detector like

ShapeDD in order to increase localization performance. This seems to be the best way to increase performance

in a general practical setup where other preprocessing or model choices are not available.

4.5 Conclusion and Guidelines

Investigating the task of drift localization, we again provided a formal definition of the task and classified existing

approaches into the presented four-staged framework. Overall, one can say that research on this task is still very
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limited with few approaches existing. In our experiments we only reported good results for few of them. Thus,

further research is needed.

When applying drift localization methods in practical applications one should consider the following key

findings of our experimental evaluation and analysis: First, of all one should use as much data as possible for the

localization task. Besides, avoiding high dimensional data where feasible is desirable. To obtain good results it

is crucial to select suitable drift points, e.g., by choosing reliable drift detection methods as discussed in the

previous part. Finally, when reyling on tree-based methods, it is crucial to design an appropriate preprocessing

if the drift inflicts itself in data correlations.

5 Drift Explanations

So far, working on the whether, when, and where, we focused on the problems of drift detection and localization.

However, the knowledge which samples are affected by the drift at which time is still not sufficient in many

real-world monitoring settings. Therefore, we will focus on a more detailed analysis of the drift in this section.

5.1 Problem and Setup

The question of explaining drift, i.e., describing the potentially complex and high dimensional change of

distribution in a human-understandable fashion, is a relevant problem as it enables an inspection of the most

prominent characteristics of how and where drift manifests itself. Hence, it enables human understanding of the

change and thus is a key ingredient for the informed decision-making of human operators.

In contrast to the problems discussed so far, drift explanations are an inherently ill-defined problem. This is

partly caused by the fact the term “explaining” is inherently ill-posed as can be seen by considering the wide

range of different explanation schemes, methods, and frameworks present in the literature. Furthermore, the

choice of a suitable explanation is highly domain and problem-specific.

Providing a detailed, complete, and understandable description of ongoing drift, requires a large amount of

information covering all relevant aspects. This usually surpasses the level of information which is required to

select change points or to estimate the rate of change: While drift can be detected based on a single drifting

feature, its explanation might need to address the interplay of all drifting features.

This leads us to two general insights on the topic: First, it is not possible to provide a formal restriction let

alone a definition of what drift explanations are. Second, a large number of different explanation schemes – one

for every potential use case – is actually a desirable state of affairs.

5.2 A General Scheme for Drift Explanations

Even though we cannot provide a formal definition of drift explanations, we can still analyze approaches using

a similar functional scheme as we did for detection and localization. Usually, the normalization stage is not

required.

Stage 1: Acquisition of data: As a first step, we again need a strategy for selecting which data points are

to be used for further analysis. Most approaches rely on some instantiation of sliding window strategies. Again

we are free to consider sliding, fixed, or growing, as well as implicit reference windows. Similar preprocessing

steps to drift detection and localization, such as a deep latent space embedding, are reasonable tools that have

been applied successfully in the literature [22].

Stage 2: Building a descriptor: Just as drift detection and localization, drift explanation algorithms split

the data processing into two steps building a descriptor from data first and then analyzing it. Similar to drift

localization, those are usually chosen with respect to the explanation task at hand. Depending on the desired

explanation, a large variety of descriptors is used, but binning approaches are very common [41, 78, 79]. However,

as pointed out by [22] nearly every machine learning model can be used as descriptors.
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Stage 3: Computing explanations: In the last of the explanation scheme, the descriptor is analyzed. This is

indeed comparable to the computation of dissimilarity as a simple quantity derived from the descriptor. Indeed,

many methods simply derive such numbers such as feature-wise change intensity or change in correlation [41,

78, 80, 79]. Here, a further analysis by means of normalization is not necessary as the data is usually directly

presented to and judged by a human operator. However, also some more advanced explanation methods are

available [22].

5.3 Exemplary Cases

While explainability has been a major research interest in recent years [24, 81], more complex explanation

methods for drift are still limited. Quite a number of approaches aim for the detection and quantification of drift

[9, 78], or its visualization [80, 40, 79]. Furthermore, several methods focus on feature-wise representations of

drift [80, 78, 40, 79]. However, these methods face challenges if high-dimensional data or non-semantic features

are dealt with. To our knowledge, there is only one approach that directly targets concept drift using more

complex XAI methods for explaining drift [22].

In the following, we will group the methods based on the question of whether they focus on feature-wise

analysis only, or allow for the application of more complex XAI technologies.

Feature-Based Drift Explanations In [78, 40] the authors make use of the (conditional) drift magnitude to

visualize the intensity and change of correlation of certain features. For sets of features F, F ′ the drift magnitude

is defined as

σF
D·,l(s, t) = ∥DWl(s)(XF )−DWl(t)(XF )∥TV

σ
F |F ′

D·,l
(s, t) =

∫
∥DWl(s)(XF | XF ′)−DWl(t)(XF | XF ′)∥TVdDWl(s)∪Wl(t)(XF ′)

where Wl(t) = (t − l/2, t + l/2) is the window around t with length l, DW (XF ) is the projection of the drift

process onto the features F , and DW (XF | XF ′) is the conditioning of the conditioning of DW (XF , XF ′) on

DW (XF ′). The theoretical properties of the drift magnitude was analyzed in [53]. Notice that the drift magnitude

on consecutive windows also forms the basis for the Shape Drift Detector.

To estimate the drift magnitude, [78, 40] use sliding windows (stage 1), and bin histograms (stage 2) which

are used to compute the total variation norm for different time-points (stage 3). The results of this computation

are directly presented to the user.

ConceptExplorer is a tool presented in [80]. It is designed for visual inspection of drift in particular in

time-series data. The tool contains several analysis and visualization tools: drift detection algorithm and

event-log-plot, automatic extraction of concepts, visualization, and interaction, feature selection and relevance

tools, and cross-data source analysis. For drift detection and feature analysis, standard tools are used. The

concept analysis is mainly performed by making use of a time-binned correlation matrix.

In [79] the authors suggest using brushed, parallel histograms in order to visualize concept drift. The data

distribution for each dimension is displayed using a histogram, correlations are marked by lines connecting the

dimension-wise projections. The implementation presented by the authors enables user interaction by allowing

the user to select subsets of points, e.g., parts of the histograms, for which more information is desired.

To visualize drift, the authors use sliding windows (stage 1) for which the representation is computed and

presented side-by-side (stages 2 & 3).

Model-Based Drift Explanations The notion of model-based drift explanations was coined in [82, 22].

Simply put, the fundamental idea is that drift explanations are supposed to tell us why a drift detector raised an

alarm. As stated in section 3 there are several approaches that explicitly make use of machine learning models

as a descriptor to detect the drift. In these cases, explaining why the model used by the drift detector obtained

its results also provides us with information on why the drift detector raised an alarm or not.
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Figure 23: Model-based drift explanation strategy: In the first step a model for drift localization or drift
segmentation. Afterward, the obtained model is explained by means of an explanation method.

In order to obtain sufficiently informative explanations we however require certain kinds of models or more

precisely training schemes. As discussed before, for drift detection frequently detecting a single drifting feature is

sufficient. Since this might be not sufficient to provide a valuable explanation, we instead rely on drift localization

or segmentation. [22] pointed out that these training schemes are suitable for explaining the change. Besides,

they are applicable to a wide range of models.

Once a model is trained in an appropriate way we can obtain knowledge on the drift by analyzing it. This

can be understood as follows: if the model contains all the information regarding the drift, we can analyze it

as a proxy for the drift. This again fits into our staged scheme where the model serves as the descriptor: As

visualized in Fig. 23, first, data is acquired and a model describing the data is trained (stage 1&2). In the second

step, the obtained model is explained by a suitable explanation approach.

There are several ways the explanation can be done. This is another strength of this approach: not only can

we choose the model that fits our data best, but also the explanation that fits our problem best. In the original

paper the authors considered the non-exhaustive list of the following explanation methods [22]:

• Linear models or decision trees belong to the class of interpretable models which have the nice properties

of being naturally understandable by humans [24, 83]. Yet, they usually suffer problems due to low

complexity.

• More complex explanations are provided by discriminative dimensionality reduction which provides a

global overview of the model behavior using model-enriched dimensionality reduction techniques [84, 85,

86].

• Global feature importance and relevance techniques like permutation feature importance, feature importance,

feature relevance, and Shapley-values offer feature-wise explanations based on the model scheme [87, 88,

89]. In contrast to other methods, those usually come with formal descriptions and guarantees on what

they can and cannot do. Such have been shown to be useful for various setups with semantic features, in

particular sensor networks [22].
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• Local feature importance techniques like Saliency Maps [90] or Local Interpretable Model-agnostic Explana-

tions (LIME) [91] offer feature-wise analysis on a single instance basis. This can provide more information

on the single instance and offer insight into the change of correlations, however, it also requires finding

samples that are relevant enough to provide additional insight if analyzing. In [22] a technique for finding

such samples was provided.

• Contrasting explanations and counterfactuals offer explanations in terms of contrasting sample pairs [24, 92,

93]. In contrast to local feature-wise explanations, those do not only show which features are affected but

also how they are affected. Thus, the user is directly confronted with the effect of the drift in exemplary

cases. Drawbacks of this approach are that it only works well with about drift, is computationally expensive,

and there are usually no guarantees that valid explanations are found in practice.

A further advantage of model-based explanations is that the connection of drift-related problems like drift

detection and localization to explanation and analysis techniques can also be used to increase the performance of

the other tasks. For example, in [42] this connection can be used not only to transfer ideas of feature relevance

theory in order to obtain drift explanations but also to perform feature selection for drift detection which resulted

in significant increases in accuracy.

There did exist works prior to [22] that made use of a similar scheme. However, those approaches are

hand-tailored for a specific setup rather than a general framework. In [93] a combination of an autoencoder

and a distance-based outlier detection in the latent space is used for drift detection. Drift explanations are

provided by counterfactuals of the outlier detector. In [86] drift is detected using a Gaussian mixture model in a

loss-based fashion. Then, the authors use a discriminative version of t-SNE to create an embedding.

5.4 Conclusion and Guidelines

Focusing on drift explanations, we identified another research gap, as much of the work in this area is still very

basic. Much more work is needed to provide user-friendly explanations across different domains and settings.

Additionally, evaluations in the form of user studies will be required to evaluate future approaches. Regarding

the discussed methodologies, model-based explanations seem the most promising as the framework is very flexible

combining model-based localization and segmentation methods with a range of established explanation schemes.

The latter can be chosen to fit the real-world scenario that needs to be targeted.

6 Conclusion

In this work, we provided definitions and categorizations of drift detection and drift localization in an unsupervised

setting. Furthermore, we categorized state-of-the-art approaches and analyzed them based on a four-staged

general scheme we proposed. In addition, we briefly considered drift explanations and showcased some works

targeting this task.

Next to providing an overview of existing work, we analyzed the different underlying strategies to contribute

guidelines on how to choose methodologies based on the attributes of the setup and the expected drift mechanism.

Finally, we found that more research is required, in particular focusing on the localization and explanation tasks.
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